# 1. Write a C++ program to compare two given strings and return the number of the positions where they contain the same length 2 substring

Sample Input:

"abcdefgh", "abijsklm"

"abcde", "osuefrcd"

"pqrstuvwx", "pqkdiewx"

Sample Output:

1

1

2

#include <iostream>

using namespace std;

int test(string str1, string str2)

{

int ctr = 0;

for (int i = 0; i < str1.length()-1; i++)

{

string firstString = str1.substr(i, 2);

for (int j = 0; j < str2.length()-1; j++)

{

string secondString = str2.substr(j, 2);

if (firstString==secondString)

ctr++;

}

}

return ctr;

}

int main()

{

cout << test("abcdefgh", "abijsklm") << endl;

cout << test("abcde", "osuefrcd") << endl;

cout << test("pqrstuvwx", "pqkdiewx") << endl;

return 0;

}

# 2. Create a new string from a given string where a specified character have been removed except starting and ending position of the given string.

Sample Input:

"xxHxix", "x"

"abxdddca", "a"

"xabjbhtrb", "b"

Sample Output:

xHix

abxdddca

xajhtrb

#include <iostream>

using namespace std;

string test(string str1, string c)

{

for (int i = str1.length() - 2; i > 0; i--)

{

if (str1[i] == c[0])

{

str1 = str1.erase(i, 1);

}

}

return str1;

}

int main()

{

cout << test("xxHxix", "x") << endl;

cout << test("abxdddca", "a") << endl;

cout << test("xabjbhtrb", "b") << endl;

return 0;

}

# 3. Write a C++ program to create a new string of the characters at indexes 0,1, 4,5, 8,9 ... from a given string

Sample Input:

"Python"

"JavaScript"

"HTML"

Sample Output:

Pyon

JaScpt

HT

#include <iostream>

using namespace std;

string test(string str1)

{

string result = "";

for (int i = 0; i < str1.length(); i += 4)

{

int c = i + 2;

int n = 0;

n += c > str1.length() ? 1 : 2;

result += str1.substr(i, n);

}

return result;

}

int main()

{

cout << test("Python") << endl;

cout << test("JavaScript") << endl;

cout << test("HTML") << endl;

return 0;

}

# 4. Write a C++ programming to get the maximum product from a given integer after breaking the integer into the sum of at least two positive integers

Sample Input: 12

Sample Output: 81

Explanation: 12 = 3 + 3 + 3 + 3, 3 x 3 x 3 x 3 = 81.

Sample Input: 7

Sample Output: 12

Explanation: 7 = 3 + 2 + 2, 3 x 2 x 2 = 12.

#include <iostream>

#include <cmath>

using namespace std;

int integer\_Break(int n) {

if (n == 2) {

return 1;

} else if (n == 3) {

return 2;

} else if (n % 3 == 0) {

return (int) pow(3, n / 3);

} else if (n % 3 == 1) {

return 2 \* 2 \* (int) pow(3, (n - 4) / 3);

} else {

return 2 \* (int) pow(3, n / 3);

}

}

int main()

{

int n = 7;

cout << "\nMaximum product of " << n << " after breaking the integer is " << integer\_Break(n) << endl;

n = 9;

cout << "\nMaximum product of " << n << " after breaking the integer is " << integer\_Break(n) << endl;

n = 12;

cout << "\nMaximum product of " << n << " after breaking the integer is " << integer\_Break(n) << endl;

return 0;

}

# 5. Write a program in C++ to display the pattern like a diamond

Sample Output:

Input number of rows (half of the diamond): 5
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#include <iostream>

using namespace std;

int main()

{

int i,j,r;

cout << "\n\n Display the pattern like a diamond:\n";

cout << "----------------------------------------\n";

cout << " Input number of rows (half of the diamond): ";

cin >> r;

for(i=0;i<=r;i++)

{

for(j=1;j<=r-i;j++)

cout<<" ";

for(j=1;j<=2\*i-1;j++)

cout<<"\*";

cout<<endl;

}

for(i=r-1;i>=1;i--)

{

for(j=1;j<=r-i;j++)

cout<<" ";

for(j=1;j<=2\*i-1;j++)

cout<<"\*";

cout<<endl;;

}

}

# 6. Write a program in C++ to print the Floyd's Triangle.

Sample Output:

Input number of rows: 5

1

01

101

0101

10101

#include <iostream>

using namespace std;

int main()

{

int i,j,n,p,q;

cout << "\n\n Print the Floyd's Triangle:\n";

cout << "--------------------------------\n";

cout << " Input number of rows: ";

cin >> n;

for(i=1;i<=n;i++)

{

if(i%2==0)

{

p=1;q=0;

}

else

{

p=0;q=1;

}

for(j=1;j<=i;j++)

if(j%2==0)

cout<<p;

else

cout<<q;

cout<<endl;

}

}

# 7. Write a program in C++ to make such a pattern like a pyramid with numbers increased by 1

Sample Output:

Input number of rows: 4

1

2 3

4 5 6

7 8 9 10

#include <iostream>

#include <string>

using namespace std;

int main()

{

int i,j,spc,rows,k,t=1;

cout << "\n\n Display such a pattern like a pyramid with numbers increased by 1:\n";

cout << "-----------------------------------------------------------------------\n";

cout << " Input number of rows: ";

cin >> rows;

spc=rows+4-1;

for(i=1;i<=rows;i++)

{

for(k=spc;k>=1;k--)

{

cout<<" ";

}

for(j=1;j<=i;j++)

cout<<t++<<" ";

cout<<endl;

spc--;

}

}

# 8. Write a program in C++ to display Pascal's triangle like pyramid.

Sample Output:

Input number of rows: 5

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

#include <iostream>

using namespace std;

int main()

{

int row,c=1,blk,i,j;

cout << "\n\n Display the Pascal's triangle:\n";

cout << "-----------------------------------\n";

cout << " Input number of rows: ";

cin >> row;

for(i=0;i<row;i++)

{

for(blk=1;blk<=row-i;blk++)

cout<<" ";

for(j=0;j<=i;j++)

{

if (j==0||i==0)

c=1;

else

c=c\*(i-j+1)/j;

cout<<c<<" ";

}

cout<<endl;

}

}

# 9. Write a program in C++ to display such a pattern for n number of rows using number. Each row will contain odd numbers of number. The first and last number of each row will be 1 and middle column will be the row number.

Sample Output:

Input number of rows: 5

1

121

12321

1234321

123454321

#include <iostream>

using namespace std;

int main()

{

int i,j,n;

cout << "\n\n Display a pattern using odd number of numbers, the first and last number of each row is 1:\n";

cout << "-----------------------------------------------------------------------------------------------\n";

cout << " Input number of rows: ";

cin >> n;

for(i=0;i<=n;i++)

{

/\* print blank spaces \*/

for(j=1;j<=n-i;j++)

cout<<" ";

/\* Display number in ascending order upto middle\*/

for(j=1;j<=i;j++)

cout<<j;

/\* Display number in reverse order after middle \*/

for(j=i-1;j>=1;j--)

cout<<j;

cout<<endl;

}

}

# 10. Write a program in C++ to display the pattern like pyramid using the alphabet

Sample Output:

Input the number of Letters (less than 26) in the Pyramid: 5

A

A B A

A B C B A

A B C D C B A

A B C D E D C B A

#include <iostream>

using namespace std;

int main()

{

int i, j;

char alph = 'A';

int n, blk;

int ctr = 1;

cout << "\n\n Display the pattern like pyramid using the alphabet:\n";

cout << "---------------------------------------------------------\n";

cout << " Input the number of Letters (less than 26) in the Pyramid: ";

cin >> n;

for (i = 1; i <= n; i++) {

for (blk = 1; blk <= n - i; blk++)

cout << " ";

for (j = 0; j <= (ctr / 2); j++)

{

cout << alph++ << " ";

}

alph = alph - 2;

for (j = 0; j < (ctr / 2); j++)

{

cout << alph-- << " ";

}

ctr = ctr + 2;

alph = 'A';

cout << endl;

}

}

# 11. Write a program in C++ to print a pyramid of digits as shown below for n number of lines.

Sample Output:

Input the number of rows: 5

1

232

34543

4567654

567898765

#include <iostream>

using namespace std;

int main()

{

int i, j, spc, n;

cout << "\n\n Display the pattern like pyramid using digits:\n";

cout << "---------------------------------------------------\n";

cout << " Input the number of rows: ";

cin >> n;

for (i = 1; i <= n; i++)

{

spc = n - i;

while (spc-- > 0)

cout << " ";

for (j = i; j < 2 \* i - 1; j++)

cout << j;

for (j = 2 \* i - 1; j > i - 1; j--)

cout << j;

cout << endl;

}

}

# 12. Write a program in C++ to print a pattern like highest numbers of columns appear in first row.

Sample Output:

Input the number of rows: 5

12345

2345

345

45

5

#include <iostream>

using namespace std;

int main()

{

int i, j, n;

cout << "\n\n Display the pattern like highest numbers of columns appear in first row:\n";

cout << "------------------------------------------------------------------------------\n";

cout << " Input the number of rows: ";

cin >> n;

for (i = 1; i <= n;)

{

cout << i;

for (j = i + 1; j <= n;)

{

cout << j;

j = j + 1;

}

cout << endl;

i = i + 1;

}

}

# 13. Write a program in C++ to display such a pattern for n number of rows using number. Each row will contain odd numbers of number.The first and last number of each row will be 1 and middle column will be the row number. n numbers of columns will appear in 1st row.

Sample Output:

Input number of rows: 7

1234567654321

12345654321

123454321

1234321

12321

121

1

#include <iostream>

using namespace std;

int main()

{

int i,j,n;

cout << "\n\n Display a pattern using odd number of numbers, the n numbers of columns will appear in 1st row:\n";

cout << "----------------------------------------------------------------------------------------------------\n";

cout << " Input number of rows: ";

cin >> n;

for(i=n;i>=1;i--)

{

/\* print blank spaces \*/

for(j=1;j<=n+5-i;j++)

cout<<" ";

/\* Display number in ascending order upto middle\*/

for(j=1;j<=i;j++)

cout<<j;

/\* Display number in reverse order after middle \*/

for(j=i-1;j>=1;j--)

cout<<j;

cout<<endl;

}

}

# 14. Write a program in C++ to convert a hexadecimal number to octal number.

Sample Output:

Input any 32-bit Hexadecimal Number: 5f The equivalant octal number is: 137

#include<iostream>

#include<stdlib.h>

#include<math.h>

using namespace std;

unsigned long Hex\_To\_Dec(char hex[])

{

char \*hexstring;

int length = 0;

const int hexbase = 16;

unsigned long dnum = 0;

int i;

for (hexstring = hex; \*hexstring != '\0'; hexstring++)

{

length++;

}

hexstring = hex;

for (i = 0; \*hexstring != '\0' && i < length; i++, hexstring++)

{

if (\*hexstring >= 48 && \*hexstring <= 57)

{

dnum += (((int)(\*hexstring)) - 48) \* pow(hexbase, length - i - 1);

}

else if ((\*hexstring >= 65 && \*hexstring <= 70))

{

dnum += (((int)(\*hexstring)) - 55) \* pow(hexbase, length - i - 1);

}

else if (\*hexstring >= 97 && \*hexstring <= 102)

{

dnum += (((int)(\*hexstring)) - 87) \* pow(hexbase, length - i - 1);

}

else {

cout<<" The given hexadecimal number is invalid. \n";

}

}

return dnum;

}

int main()

{

unsigned long dnum;

char hex[9];

int dec\_num, rem=1, m, n;

int oct\_num[100],quot;

dec\_num=0;

cout << "\n\n Convert any hexadecimal number to octal number:\n";

cout << "----------------------------------------------------\n";

cout << " Input any 32-bit Hexadecimal Number: ";

cin>>hex;

dnum = Hex\_To\_Dec(hex);

quot = dnum;

cout<<" The equivalent octal number is: ";

quot = dnum;

while(quot != 0)

{

oct\_num[m++] = quot % 8;

quot = quot/8;

}

for(n=m-1; n>=0; n--)

{

cout<<oct\_num[n];

}

cout<<"\n";

}

# 15. Write a program in C++ to convert hexadecimal number to binary number.

Sample Output:

Input any 32-bit Hexadecimal Number: 5f

The equivalant binary number is: 1011111

#include<iostream>

#include<stdlib.h>

#include<math.h>

using namespace std;

unsigned long Hex\_To\_Dec(char hex[])

{

char \*hexstring;

int length = 0;

const int hexbase = 16;

unsigned long dnum = 0;

int i;

for (hexstring = hex; \*hexstring != '\0'; hexstring++)

{

length++;

}

hexstring = hex;

for (i = 0; \*hexstring != '\0' && i < length; i++, hexstring++)

{

if (\*hexstring >= 48 && \*hexstring <= 57)

{

dnum += (((int)(\*hexstring)) - 48) \* pow(hexbase, length - i - 1);

}

else if ((\*hexstring >= 65 && \*hexstring <= 70))

{

dnum += (((int)(\*hexstring)) - 55) \* pow(hexbase, length - i - 1);

}

else if (\*hexstring >= 97 && \*hexstring <= 102)

{

dnum += (((int)(\*hexstring)) - 87) \* pow(hexbase, length - i - 1);

}

else {

cout<<" The given hexadecimal number is invalid. \n";

}

}

return dnum;

}

int main()

{

unsigned long dnum;

char hex[9];

int dec\_num, rem=1, m, n;

int bin\_num[100],quot;

dec\_num=0;

cout << "\n\n Convert any hexadecimal number to binary number:\n";

cout << "------------------------------------------------------\n";

cout << " Input any 32-bit Hexadecimal Number: ";

cin>>hex;

dnum = Hex\_To\_Dec(hex);

quot = dnum;

cout<<" The equivalent binary number is: ";

while(quot != 0)

{

bin\_num[m++] = quot % 2;

quot = quot/2;

}

for(n=m-1; n>=0; n--)

{

dec\_num=(dec\_num\*10)+bin\_num[n];

}

cout<<dec\_num<<endl;

cout<<endl;

}

# 16. Write a program in C++ to convert a hexadecimal number to decimal number.

Sample Output:

Input any 32-bit Hexadecimal Number: 25

The value in decimal number is: 37

#include<iostream>

#include<stdlib.h>

#include<math.h>

using namespace std;

unsigned long Hex\_To\_Dec(char hex[])

{

char \*hexstring;

int length = 0;

const int hexbase = 16;

unsigned long dnum = 0;

int i;

for (hexstring = hex; \*hexstring != '\0'; hexstring++)

{

length++;

}

hexstring = hex;

for (i = 0; \*hexstring != '\0' && i < length; i++, hexstring++)

{

if (\*hexstring >= 48 && \*hexstring <= 57)

{

dnum += (((int)(\*hexstring)) - 48) \* pow(hexbase, length - i - 1);

}

else if ((\*hexstring >= 65 && \*hexstring <= 70))

{

dnum += (((int)(\*hexstring)) - 55) \* pow(hexbase, length - i - 1);

}

else if (\*hexstring >= 97 && \*hexstring <= 102)

{

dnum += (((int)(\*hexstring)) - 87) \* pow(hexbase, length - i - 1);

}

else {

cout<<" The given hexadecimal number is invalid. \n";

}

}

return dnum;

}

int main()

{

unsigned long dnum;

char hex[9];

cout << "\n\n Convert any hexadecimal number to decimal number:\n";

cout << "------------------------------------------------------\n";

cout << " Input any 32-bit Hexadecimal Number: ";

cin>>hex;

dnum = Hex\_To\_Dec(hex);

cout<<" The value in decimal number is: "<<dnum<<"\n";

}

# 17. Write a program that will print the first N numbers for a specific base

Sample Output:

Print the first N numbers for a specific base:

The number 11 in base 10 = 1\*(10^1)+1\*(10^0)=11

Similarly the number 11 in base 7 = 1\*(7^1)+1\*(7^0)=8

----------------------------------------------------------------

Input the number of term: 15

Input the base: 9

The numbers in base 9 are:

1 2 3 4 5 6 7 8 10 11 12 13 14 15 16

#include <iostream>

using namespace std;

int main()

{

int trm, bs, r, q, i, num;

cout << "\n\n Print the first N numbers for a specific base:\n";

cout << " The number 11 in base 10 = 1\*(10^1)+1\*(10^0)=11" << endl;

cout << " Similarly the number 11 in base 7 = 1\*(7^1)+1\*(7^0)=8" << endl;

cout << "----------------------------------------------------------------\n";

cout << " Input the number of term: ";

cin >> trm;

cout << " Input the base: ";

cin >> bs;

cout << " The numbers in base " << bs << " are: " << endl;

for (i = 1; i <= trm; i++)

{

r = i % bs;

q = i / bs;

num = q \* 10 + r;

cout << num << " ";

}

cout << endl;

}

# 18. Write a program in C++ to find two's complement of a binary number.

Sample Output:

Input a 8 bit binary value: 01101110

The original binary = 01101110

After ones complement the value = 10010001

After twos complement the value = 10010010

#include <iostream>

#define SZ 8

using namespace std;

int main()

{

char bn[SZ + 1], onComp[SZ + 1], twComp[SZ + 1];

int i, carr = 1;

int er = 0;

cout << "\n\n Find two's complement of a binary value:\n";

cout << "----------------------------------------------\n";

cout << " Input a " << SZ << " bit binary value: ";

cin >> bn;

for (i = 0; i < SZ; i++)

{

if (bn[i] == '1')

{

onComp[i] = '0';

}

else if (bn[i] == '0')

{

onComp[i] = '1';

}

else

{

cout << "Invalid Input. Input the value of assign bits." << endl;

er = 1;

break;

}

}

onComp[SZ] = '\0';

for (i = SZ - 1; i >= 0; i--)

{

if (onComp[i] == '1' && carr == 1)

{

twComp[i] = '0';

}

else if (onComp[i] == '0' && carr == 1)

{

twComp[i] = '1';

carr = 0;

}

else

{

twComp[i] = onComp[i];

}

}

twComp[SZ] = '\0';

if (er == 0)

{

cout << " The original binary = " << bn << endl;

cout << " After ones complement the value = " << onComp << endl;

cout << " After twos complement the value = " << twComp << endl;

}

}

# 19. Find all n–digit numbers with a given sum where n varies from 1 to 9 and sum <= 81 (Maximum possible sum in a 9–digit number).

3–digit numbers with sum 6 are

105 114 123 132 141 150 204 213 222 231 240 303 312 321 330 402 411 420 501 510 600

5–digit numbers with sum 42 are

69999 78999 79899 79989 79998 87999 88899 88989 88998 89799 89889 89898 89979 89988 89997 96999 97899 97989 97998 98799 98889 98898 98979 98988 98997 99699 99789 99798 99879 99888 99897 99969 99978 99987 99996

#include <stdio.h>

// Function to find all n–digit numbers with a sum of digits equal

// to `target` in a bottom-up manner

void findNdigitNums(char result[], int index, int n, int target)

{

// if the number is less than n–digit and its sum of digits is

// less than the given sum

if (index < n && target >= 0)

{

char d = '0';

// special case: number cannot start from 0

if (index == 0) {

d = '1';

}

// consider every valid digit and put it in the current

// index and recur for the next index

while (d <= '9')

{

result[index] = d;

int digit = (d - '0');

findNdigitNums(result, index + 1, n, target - digit);

d++;

}

}

// if the number becomes n–digit and its sum of digits is

// equal to the given sum, print it

else if (index == n && target == 0) {

printf("%s ", result);

}

}

int main()

{

int n = 3; // n–digit

int target = 6; // given sum

// character array to store the result

char result[n + 1];

result[n] = '\0'; // null terminate the array

findNdigitNums(result, 0, n, target);

return 0;

}

# 20. Given a string, find the first non-repeating character in it by doing only a single traversal of it.

Input:string is ABCDBAGHC

Output:The first non-repeating character in the string is D

#include <iostream>

#include <unordered\_map>

using namespace std;

// Function to find the first non-repeating character in

// the string by doing only a single traversal of it

int findNonRepeatingChar(string str)

{

// map to store character count and the index of its

// last occurrence in the string

unordered\_map<char, pair<int, int>> map;

for (int i = 0; i < str.length(); i++)

{

map[str[i]].first++;

map[str[i]].second = i;

}

// stores index of the first non-repeating character

int min\_index = -1;

// traverse the map and find a character with count 1 and

// a minimum index of the string

for (auto it: map)

{

int count = it.second.first;

int firstIndex = it.second.second;

if (count == 1 && (min\_index == -1 || firstIndex < min\_index)) {

min\_index = firstIndex;

}

}

return min\_index;

}

int main()

{

string str = "ABCDBAGHC";

int index = findNonRepeatingChar(str);

if (index != -1) {

cout << "The first non-repeating character in the string is " << str[index];

} else {

cout << "The string has no non-repeating character";

}

return 0;

}

# 21. Given a string, remove adjacent duplicates characters from it. In other words, remove all consecutive same characters except one.

Input: AABBBCDDD

Output: ABCD

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

// Function to remove adjacent duplicates characters from a string

void removeDuplicates(char s[])

{

int n = strlen(s);

char prev = '\0';

int k = 0;

// loop through the string

for (int i = 0; i < n; i++)

{

// if the current char is different from the previous char

if (prev != s[i])

{

// set distinct chars at index `k` and increment it

s[k++] = s[i];

}

// update previous char to current char for the next iteration of the loop

prev = s[i];

}

// null terminate the resultant string

s[k] = '\0';

}

int main(void)

{

char s[] = "AAABBCDDD";

removeDuplicates(s);

printf("%s", s);

return 0;

}

# 22. Calculate the total number of ways to achieve a given sum with n throws of dice having k faces.

**Input:**

The total number of throws n is 2

The total number of faces k is 6 (i.e., each dice has values from 1 to 6)

The desired sum is 10

**Output:**

The total number of ways is 3.

The possible throws are (6, 4), (4, 6), (5, 5)

| #include <stdio.h>    // Function to calculate the total number of ways to achieve a given  // sum with `n` throws of dice having `k` faces  int count(int n, int k, int target)  {  // if the desired sum is reached with `n` dices  if (n == 0) {  return (target == 0) ? 1 : 0;  }    // the desired sum can't be reached with the current configuration  if (target < 0 || k \* n < target || n > target) {  return 0;  }  int result = 0;  // recur for all possible solutions  for (int i = 1; i <= k; i++) {  result += count(n - 1, k, target - i);  }  return result;  }    int main(void)  {  int n = 4; // n throws  int k = 6; // values 1 to 6  int target = 15; // desired sum  printf("The total number of ways is %d", count(n, k, target));  return 0;  } **22.** **A numeric array of length N is given. We need to design a function that finds all positive numbers in the array that have their opposites in it as well. Describe approaches for solving optimal worst case and optimal average case performance, respectively.** **Level: Hard**  **Answer:**  Let us first design an approach with optimal worst case time.  We need to compare numbers to see if they have their opposites in the array. The trivial solution of comparing all numbers has a consistent time of O(N^2). The great number of comparisons involved should suggest trying to establish a total order operator that allows us to use sorting for solving the problem. If we define a comparison operator that places all instances of a number right after all instances of its opposite, we would have exactly pair of consecutive opposite numbers for each number that has its opposite in the array.  An example of what we want to achieve:  Array: -7 4 -3 2 2 -8 -2 3 3 7 -2 3 -2  Sorted: -2 -2 -2 2 2 -3 3 3 4 -7 7 -8  We see that after our special sorting method, we have [-2, 2], [-3, 3] and [-7, 7] combinations happening consecutively exactly once. Implementing this comparison is simple and it can be implemented as follows.  FUNCTION compare(a, b)  IF a != b and a != -b  RETURN abs(a) < abs(b)  ELSE  RETURN a < b  If the numbers aren’t equal or opposite, we sort them by their absolute value, but if they are, we sort them by their sign. Finally, a solution based on this is now very simple:  FUNCTION find\_numbers\_with\_opposites(numbers)  answer = List  sorted\_numbers = sort\_by(numbers, compare)  FOR n IN [1..sorted\_numbers.length()]  IF sorted\_numbers[n] > 0 AND sorted\_numbers[n - 1] == -sorted\_numbers[n]  answer.push(n)  END IF  END FOR  RETURN answer  This implementation has a worst case runtime complexity of O(N log N), with the sorting algorithm being the bottleneck.  Optimal average case time complexity of O(N) can be achieved using Hash Tables. We map numbers to their absolute values, and check if their opposites are already in the Hash Table.  FUNCTION find\_numbers\_with\_opposites(numbers)  table = HashTable<number, number>  answer = List  FOR number IN numbers  IF number == 0  CONTINUE  END IF  key = abs(number)  IF key not in table  table[key] = number  ELSE IF table[key] = -number  answer.push(key)  table[key] = 0  END IF  END FOR  We change the value in the table to something that will never be equal to any of the numbers in the array so we don’t return duplicate results from duplicate matches.  All HashTable operations have an average time complexity of O(1), and our complexity is a result of performing operations N times. 23. Design an algorithm that finds the number of ways in which you can traverse N meters by doing jumps of 1, 2, 3, 4, or 5 meter lengths. Assume that N can be a very large number. What is the resulting complexity? **Answer:**  We can use dynamic programming for solving this problem. Let’s use n[k] to represent the number of ways we can reach distance k. That distance can be reached by jumping from one of the 5 previous distances. Thus the number of ways in which we can reach this distance is the sum of the ways in which we can reach the previous 5 distances:  n[k] = n[k-1] + n[k-2] + n[k-3] + n[k-4] + n[k-5]  The solution is a simple for loop.  FUNCTION ways(N)  Array n[N+1]  n[0] = 1  FOR k IN [1..N]  n[k] = 0  FOR d IN [1..min(5, k)+1]  n[k] += n[k - d]  END FOR  END FOR  RETURN n[N]  This solution has a time complexity of O(N). But, we can have even better performance. The given sum can be represented as a 1x5 matrix of ones multiplied by a 5x1 matrix of previous elements. If we use the same approach for shifting, we can get the relation B[k] = A \* B[k-1], where:  B[k] =  [n[k-4] ]  [n[k-3] ]  [n[k-2] ]  [n[k-1] ]  [n[k] ]  A =  [0 1 0 0 0]  [0 0 1 0 0]  [0 0 0 1 0]  [0 0 0 0 1]  [1 1 1 1 1]  If B[0] = [0 0 0 0 1]’, then [0 0 0 0 1] \* B[k] = n[k]. Now, due to B[k] = A \* B[k-1], B[k] = A^T \* B[0]. With that, the solution of our problem can be represented as a relation n[N] = [0 0 0 0 1] \* A^N \* [0 0 0 0 1]’. If we use the previously mentioned optimal approach for calculating pow(A, N), this solution has an O(log N) time complexity. We have to keep in mind that this does have a high constant bound to this complexity, since matrix multiplication takes time. But, for a large enough N, this solution is optimal. 24. We are given an array of numbers. How would we find the sum of a certain subarray? How could we query an arbitrary number of times for the sum of any subarray? If we wanted to be able to update the array in between sum queries, what would be the optimal solution then? What’s the preprocessing and query complexity for each solution. **Answer:**  For the sake of notation, let us represent the length of the array as N.  The first problem consists of calculating the sum of the array. There is no preprocessing involved and we do one summing operation of O(N) complexity.  The second problem needs to calculates sums multiple times. Thus, it would be wise to perform preprocessing to reduce the complexity of each query. Let’s replace the create an array of subsums s[0:N+1] for the array a[0:N], that is:  s[0] = 0  FOR k in [1..N+1]  s[k] = s[k-1] + a[k-1]  END FOR  Now each element k stores the sum of a[0:k]. To query the sum of a subarray a[p:q], to take the sum of all elements until q s[q] and subtract the sum of all elements before p s[p], that is subsum(p, q) = s[q] - s[p]  The preprocessing for this method takes O(N) time, but each query takes O(1) time to perform.  The hardest problem is responding to an arbitrary number of data updates and queries. First, let us look at the previous solutions. The first solution has O(1) insertion complexity, but O(N) query complexity. The second solution has the opposite, O(N) insertion and O(1) queries. Neither of these approaches is ideal for the general case. Ideally, we want to achieve a low complexity for both operations.  A **Fenwick tree (or binary indexed tree)** is ideal for this problem. We maintain an array tree[0:N+1] of values, where every N-th item stores the sum(a[M:N]), and where M is equal to N with the least significant 1 in its binary representation replaced by 0. So for example, N = 19 = b10011, M = 18=b10010; N = 20 = b10100, M=16 = b10000. Now we can easily calculate the sum by following M until we reach 0. Updates are done in the opposite direction.  A = Array[N]  Tree = Array[N+1]  FUNCTION sum(end)  result = 0  WHILE end > 0  result += tree[end]  last\_one = end & -end  end -= last\_one  END WHILE  RETURN result  FUNCTION update(index, value)  increment = value - a[index]  WHILE index < tree.length()  tree[index] += increment  last\_one = index & -index  index += last\_one  END WHILE  FUNCTION query(p, q)  RETURN sum(q) - sum(p)  Both operations require O(log N) complexity, which is better than either previous approach. 25. You need to design a scheduler that to schedule a set of tasks. A number of the tasks need to wait for some other tasks to complete prior to running themselves. What algorithm could we use to design the schedule and how would we implement it? **Level: Hard**  **Answer:**  What we need to do is a topological sort. We connect a graph of all the task dependencies. We then mark the number of dependencies for each node and add nodes with zero dependencies to a queue. As we take nodes from that queue, we remove a dependency from all of its children. As nodes reach zero dependencies, we add them to the queue.  After the algorithm executes, if the list doesn’t have as many elements as the number of tasks, we have circular dependencies. Otherwise, we have a solution:  FUNCTION schedule(nodes)  dependencies = Array[nodes.length()]  FOR node IN nodes  FOR child IN node.children  dependencies[child] += 1  END FOR  END FOR  queue = Queue  solution = List  FOR n IN [0..nodes.length()]  IF dependencies[n] == 0  queue.push(n)  END FOR  END FOR  WHILE !queue.empty()  node = queue.pop()  solution.push(node)  FOR n IN nodes[node].children  dependencies[n] -= 1  IF dependencies[n] == 0  queue.push(n)  END IF  END FOR  END WHILE  IF solution.length() != nodes.length()  RETURN ERROR(“Problem contained circular dependencies”)  ELSE  RETURN solution  END IF |
| --- |
| 26. You have a set of date intervals represented by StartDate and EndDate. How would you efficiently calculate the longest timespan covered by them? What will be the time complexity?  **Level: Hard**  **Answer:**  FUNCTION MaxTimespan(StartDates, EndDates)  Sort(StartDates, EndDates)  ActStartDate = StartDates[1]  ActEndDate = EndDates[1]  ActTimespan = ActEndDate - ActStartDate  FOR i in 2..StartDates.Length  IF StartDates[i] BETWEEN ActStartDate AND ActEndDate  ActEndDate = MAX(ActEndDate, EndDates[i])  ActTimespan = MAX(ActTimespan, ActEndDate - ActStartDate)  ELSE  ActStartDate = StartDates[i]  ActEndDate = EndDates[i]  END IF  END FOR  RETURN ActTimespan  The overall time complexity is O(NlogN) because:   1. Sort intervals by start date. Time complexity is O(NlogN). 2. Take first interval as actual range. Loop over intervals and if the current StartDate is within the actual range, extend EndDate of the actual range if 3. needed and extend maximal timespan achieved so far if needed. Otherwise, use current interval as new actual range. Time complexity is O(N).  **27.**  **How to get the non-matching characters in a string?** **Answer:** **To get the non-matching characters in a string, the below steps are followed:**   1. Hash Map data structure is taken which works with the key-value pair. 2. Loop the string, character by character, and verify if that character of the string exists in the hash map or not. 3. If the result is true, the counter for the character in the hash map is increased or else then put a count as 1. 4. Once the loop ends, then the Hash map is traversed and print the characters with a count equal to 1.   **Code snippet:**   | HashMap<Character, Integer> mp = new HashMap<> ();  for (int j = 0; j<text.length (); j++) {  char ch = text.charAt(j);  if(mp.containsKey(ch)){  int cnt = mp.get(ch);  mp.put(ch, ++cnt);  }else{  mp.put(ch, 1);  }  }  Set<Character> charct = map.keySet();  for (Character ch: charct){  int c= mp.get(ch);  if(c==1){  System.out.println(ch+ " - " + c);  }  } | | --- |  28. How to calculate the number of vowels and consonants in a string? **Answer: To calculate the number of vowels and consonants in a string, the below steps are followed:**   1. Get the string on which count has to be performed. 2. Run a loop from 0 to the length of the string. 3. Take a single character at a time and verify if they are a part of the group of vowels. 4. If the result is true, increase the count of vowels or else increment the count of consonants.   **Code snippet:**   | for (int k = 0; k < text.length(); k++) {  char c = text.charAt(k);  if (c == 'a' || c == 'e' || c == 'i' ||  c == 'o' || c == 'u')  owls += vowls  else  consonts += consonts  }  System.out.println("Vowel count is " + vowls);  System.out.println("Consonant count is: " + consonts); | | --- | |

# 29. How do you prove that the two strings are anagrams?

**Answer:** Two strings are called anagrams if they accommodate a similar group of characters in a varied sequence.

**To check if two strings are anagrams, the below steps are followed:**

1. Initialize two strings in two variables.
2. Check if the length of the two strings is similar, if not then the strings are not an anagram.
3. If the result is true, take the two strings and store them in a character array.
4. Sort the two character arrays, then check if the two sorted arrays are alike.
5. If the result is true, the two strings are anagram else, not anagram.

**Code snippet:**

| if (str1.length() != str2.length()) {  System.out.println(str1 + " and " +str2 + " not anagrams string");  }else{  char[] anagram1 = str1.toCharArray();  char[] anagram2 = str2.toCharArray();  Arrays.sort(anagram1);  Arrays.sort(anagram2);  anagrmstat = Arrays.equals(anagram1, anagram2);  }  if (anagrmstat == true) {  System.out.println(str1 + " and " +str2 + " anagrams string");  }else{  System.out.println(str1 + " and " +str2 + " not anagrams string");  }  } |
| --- |

# 30. Print all triplets that form a geometric. progression

**Given a sorted array of distinct positive integers, print all triplets that forms a geometric progression with an integral common ratio.**

**input: A[] = { 1, 2, 6, 10, 18, 54 }   
Output:  
2 6 18  
6 18 54   
  
Input: A[] = { 2, 8, 10, 15, 16, 30, 32, 64 }   
Output:  
2 8 32  
8 16 32  
16 32 64**

**Input: A[] = { 1, 2, 6, 18, 36, 54 }  
Output:  
2 6 18  
1 6 36  
6 18 54**

**Input: A[] = { 1, 2, 4, 16 }  
Output:  
1 2 4  
1 4 16**

**Input: A[] = {1, 2, 3, 6, 18, 22};  
Output:  
2 6 18**

| **#include <stdio.h>**    **// Function to print all triplets that forms geometric progression**  **// in a given sorted array**  **void findAllTriplets(int A[], int n)**  **{**  **if (n < 3) {**  **return;**  **}**    **// One by one, fix every element as a middle element**  **for (int j = 1; j < n - 1; j++)**  **{**  **// Initialize `i` and `k` for current `j`**  **int i = j - 1, k = j + 1;**    **// Find all `i` and `k` such that `(i, j, k)` form a GP triplet**  **while (1)**  **{**  **// If `A[j]/A[i] = r`, and `A[k]/A[j] = r`, and `r` is an integer,**  **// `(i, j, k)` forms a GP**  **while (i >= 0 && k < n && (A[j] % A[i] == 0) &&**  **(A[k] % A[j] == 0) && (A[j] / A[i] == A[k] / A[j]))**  **{**  **// print the triplet**  **printf("%d %d %d\n", A[i], A[j], A[k]);**    **// since the array is sorted and elements are distinct**  **k++ , i--;**  **}**    **if (i < 0 || k >= n) {**  **break;**  **}**    **// If `A[j]` is multiple of `A[i]` and `A[k]` is multiple of `A[j]`,**  **// then `A[j] / A[i] != A[k] / A[j]`; compare their values to**  **// move to the next `k` or previous `i`**  **if (A[j] % A[i] == 0 && A[k] % A[j] == 0)**  **{**  **if (A[j] / A[i] < A[k] / A[j]) {**  **i--;**  **}**  **else {**  **k++;**  **}**  **}**    **// Otherwise, if `A[j]` is a multiple of `A[i]`, try next `k`.**  **// Else, try the previous `i`.**  **else if (A[j] % A[i] == 0) {**  **k++;**  **}**  **else {**  **i--;**  **}**  **}**  **}**  **}**    **int main()**  **{**  **int A[] = { 1, 2, 6, 10, 18, 54 };**  **int n = sizeof(A) / sizeof(A[0]);**    **findAllTriplets(A, n);**    **return 0;**  **}** |
| --- |

**31. Check if a subarray with 0 sum exists or not**

**Given an integer array, check if it contains a subarray having zero-sum.  
Input: { 3, 4, -7, 3, 1, 3, 1, -4, -2, -2 }**

**Output: Subarray with zero-sum exists**

**The subarrays with a sum of 0 are:**

**{ 3, 4, -7 }**

**{ 4, -7, 3 }**

**{ -7, 3, 1, 3 }**

**{ 3, 1, -4 }**

**{ 3, 1, 3, 1, -4, -2, -2 }**

**{ 3, 4, -7, 3, 1, 3, 1, -4, -2, -2 }**

**#include <iostream>**

**#include <unordered\_set>**

**using namespace std;**

**// Function to check if subarray with zero-sum is present in a given array or not**

**bool hasZeroSumSubarray(int nums[], int n)**

**{**

**// create an empty set to store the sum of elements of each**

**// subarray `nums[0…i]`, where `0 <= i < n`**

**unordered\_set<int> set;**

**// insert 0 into the set to handle the case when subarray with**

**// zero-sum starts from index 0**

**set.insert(0);**

**int sum = 0;**

**// traverse the given array**

**for (int i = 0; i < n; i++)**

**{**

**// sum of elements so far**

**sum += nums[i];**

**// if the sum is seen before, we have found a subarray with zero-sum**

**if (set.find(sum) != set.end()) {**

**return true;**

**}**

**else {**

**// insert sum so far into the set**

**set.insert(sum);**

**}**

**}**

**// we reach here when no subarray with zero-sum exists**

**return false;**

**}**

**int main()**

**{**

**int nums[] = { 4, 2, -3, -1, 0, 4 };**

**int n = sizeof(nums)/sizeof(nums[0]);**

**hasZeroSumSubarray(nums, n) ?**

**cout << "Subarray exists":**

**cout << "Subarray does not exist";**

**return 0;**

**}**

**32. Print all subarrays with 0 sum**

**Given an integer array, print all subarrays with zero-sum.  
Input: { 4, 2, -3, -1, 0, 4 }**

**Subarrays with zero-sum are**

**{ -3, -1, 0, 4 }**

**{ 0 }**

**Input: { 3, 4, -7, 3, 1, 3, 1, -4, -2, -2 }**

**Subarrays with zero-sum are**

**{ 3, 4, -7 }**

**{ 4, -7, 3 }**

**{ -7, 3, 1, 3 }**

**{ 3, 1, -4 }**

**{ 3, 1, 3, 1, -4, -2, -2 }**

**{ 3, 4, -7, 3, 1, 3, 1, -4, -2, -2 }**

**#include <iostream>**

**#include <unordered\_map>**

**using namespace std;**

**// Function to print all subarrays with a zero-sum**

**// in a given array**

**void printAllSubarrays(int nums[], int n)**

**{**

**// consider all subarrays starting from `i`**

**for (int i = 0; i < n; i++)**

**{**

**int sum = 0;**

**// consider all subarrays ending at `j`**

**for (int j = i; j < n; j++)**

**{**

**// sum of elements so far**

**sum += nums[j];**

**// if the sum is seen before, we have found a subarray**

**// with zero-sum**

**if (sum == 0) {**

**cout << "Subarray [" << i << "…" << j << "]\n";**

**}**

**}**

**}**

**}**

**int main()**

**{**

**int nums[] = { 3, 4, -7, 3, 1, 3, 1, -4, -2, -2 };**

**int n = sizeof(nums)/sizeof(nums[0]);**

**printAllSubarrays(nums, n);**

**return 0;**

**}**

**33: Find maximum length subarray having a given sum**

**Given an integer array, find the maximum length subarray having a given sum.  
nums[] = { 5, 6, -5, 5, 3, 5, 3, -2, 0 }**

**target = 8**

**Subarrays with sum 8 are**

**{ -5, 5, 3, 5 }**

**{ 3, 5 }**

**{ 5, 3 }**

**The longest subarray is { -5, 5, 3, 5 } having length 4**

| **#include <stdio.h>**    **// Naive function to find the maximum length subarray with sum `S` present**  **// in a given array**  **void findMaxLenSubarray(int nums[], int n, int S)**  **{**  **// `len` stores the maximum length of subarray with sum `S`**  **int len = 0;**    **// stores ending index of the maximum length subarray having sum `S`**  **int ending\_index = -1;**    **// consider all subarrays starting from `i`**  **for (int i = 0; i < n; i++)**  **{**  **int target = 0;**    **// consider all subarrays ending at `j`**  **for (int j = i; j < n; j++)**  **{**  **// sum of elements in the current subarray**  **target += nums[j];**    **// if we have found a subarray with sum `S`**  **if (target == S)**  **{**  **// update length and ending index of max length subarray**  **if (len < j - i + 1)**  **{**  **len = j - i + 1;**  **ending\_index = j;**  **}**  **}**  **}**  **}**    **// print the subarray**  **printf("[%d, %d]", ending\_index - len + 1, ending\_index);**  **}**    **int main(void)**  **{**  **int nums[] = { 5, 6, -5, 5, 3, 5, 3, -2, 0 };**  **int target = 8;**    **int n = sizeof(nums)/sizeof(nums[0]);**    **findMaxLenSubarray(nums, n, target);**    **return 0;**  **}** |
| --- |

**34: Find the largest subarray having an equal number of 0’s and 1’s**

**Given a binary array containing 0’s and 1’s, find the largest subarray with equal numbers of 0’s and 1’s.  
Input: { 0, 0, 1, 0, 1, 0, 0 }**

**Output: Largest subarray is { 0, 1, 0, 1 } or { 1, 0, 1, 0 }**

**#include <iostream>**

**#include <unordered\_map>**

**using namespace std;**

**// Function to find the largest subarray having an equal number**

**// of 0's and 1's**

**void findLargestSubarray(int nums[], int n)**

**{**

**// create an empty map to store the ending index of the first subarray**

**// having some sum**

**unordered\_map<int, int> map;**

**// insert (0, -1) pair into the set to handle the case when a**

**// subarray with zero-sum starts from index 0**

**map[0] = -1;**

**// `len` stores the maximum length of subarray with zero-sum**

**int len = 0;**

**// stores ending index of the largest subarray having zero-sum**

**int ending\_index = -1;**

**int sum = 0;**

**// Traverse through the given array**

**for (int i = 0; i < n; i++)**

**{**

**// sum of elements so far (replace 0 with -1)**

**sum += (nums[i] == 0)? -1 : 1;**

**// if the sum is seen before**

**if (map.find(sum) != map.end())**

**{**

**// update length and ending index of largest subarray having zero-sum**

**if (len < i - map[sum])**

**{**

**len = i - map[sum];**

**ending\_index = i;**

**}**

**}**

**// if the sum is seen for the first time, insert the sum with its**

**// index into the map**

**else {**

**map[sum] = i;**

**}**

**}**

**// print the subarray if present**

**if (ending\_index != -1) {**

**cout << "[" << ending\_index - len + 1 << ", " << ending\_index << "]";**

**}**

**else {**

**cout << "No subarray exists";**

**}**

**}**

**int main()**

**{**

**int nums[] = { 0, 0, 1, 0, 1, 0, 0 };**

**int n = sizeof(nums) / sizeof(nums[0]);**

**findLargestSubarray(nums, n);**

**return 0;**

**}**

**35: Sort an array of 0’s, 1’s, and 2’s (Dutch National Flag Problem)**

**Given an array containing only 0’s, 1’s, and 2’s, sort it in linear time and using constant space.  
Input: { 0, 1, 2, 2, 1, 0, 0, 2, 0, 1, 1, 0 }**

**Output: { 0, 0, 0, 0, 0, 1, 1, 1, 1, 2, 2, 2 }**

**#include <stdio.h>**

**// Utility function to swap elements `A[i]` and `A[j]` in an array**

**void swap(int A[], int i, int j)**

**{**

**int temp = A[i];**

**A[i] = A[j];**

**A[j] = temp;**

**}**

**// Linear time partition routine to sort an array containing 0, 1, and 2.**

**// It is similar to 3–way partitioning for the Dutch national flag problem.**

**void threeWayPartition(int A[], int end)**

**{**

**int start = 0, mid = 0;**

**int pivot = 1;**

**while (mid <= end)**

**{**

**if (A[mid] < pivot) // current element is 0**

**{**

**swap(A, start, mid);**

**++start, ++mid;**

**}**

**else if (A[mid] > pivot) // current element is 2**

**{**

**swap(A, mid, end);**

**--end;**

**}**

**else { // current element is 1**

**++mid;**

**}**

**}**

**}**

**int main()**

**{**

**int A[] = { 0, 1, 2, 2, 1, 0, 0, 2, 0, 1, 1, 0 };**

**int n = sizeof(A)/sizeof(A[0]);**

**threeWayPartition(A, n - 1);**

**for (int i = 0; i < n; i++) {**

**printf("%d ", A[i]);**

**}**

**return 0;**

**}**

**36: Merge two arrays by satisfying given constraints**

**Given two sorted arrays X[] and Y[] of size m and n each where m >= n and X[] has exactly n vacant cells, merge elements of Y[] in their correct position in array X[], i.e., merge (X, Y) by keeping the sorted order.**

**Input:**

**X[] = { 0, 2, 0, 3, 0, 5, 6, 0, 0 }**

**Y[] = { 1, 8, 9, 10, 15 }**

**The vacant cells in X[] is represented by 0**

**Output:**

**X[] = { 1, 2, 3, 5, 6, 8, 9, 10, 15 }**

**#include <stdio.h>**

**// Function to merge `X[0… m]` and `Y[0… n]` into `X[0… m+n+1]`**

**void merge(int X[], int Y[], int m, int n)**

**{**

**// size of `X[]` is `k+1`**

**int k = m + n + 1;**

**// run if X[] or Y[] has elements left**

**while (m >= 0 && n >= 0)**

**{**

**// put the next greater element in the next free position in `X[]` from the end**

**if (X[m] > Y[n]) {**

**X[k--] = X[m--];**

**}**

**else {**

**X[k--] = Y[n--];**

**}**

**}**

**// copy the remaining elements of `Y[]` (if any) to `X[]`**

**while (n >= 0) {**

**X[k--] = Y[n--];**

**}**

**// fill `Y[]` with all zeroes**

**for (int i = 0; i < n; i++) {**

**Y[i] = 0;**

**}**

**}**

**// The function moves non-empty elements in `X[]` in the**

**// beginning and then merge them with `Y[]`**

**void rearrange(int X[], int Y[], int m, int n)**

**{**

**// return if `X` is empty**

**if (m == 0) {**

**return;**

**}**

**// moves non-empty elements of `X[]` at the beginning**

**int k = 0;**

**for (int i = 0; i < m; i++)**

**{**

**if (X[i] != 0) {**

**X[k++] = X[i];**

**}**

**}**

**// merge `X[0 … k-1]` and `Y[0 … n-1]` into `X[0 … m-1]`**

**merge(X, Y, k - 1, n - 1);**

**}**

**int main()**

**{**

**// vacant cells in `X[]` is represented by 0**

**int X[] = { 0, 2, 0, 3, 0, 5, 6, 0, 0 };**

**int Y[] = { 1, 8, 9, 10, 15 };**

**int m = sizeof(X) / sizeof(X[0]);**

**int n = sizeof(Y) / sizeof(Y[0]);**

**/\* Validate input before calling `rearrange()`**

**1. Both arrays `X[]` and `Y[]` should be sorted (ignore 0's in `X[]`)**

**2. Size of array `X[]` >= size of array `Y[]` (i.e., `m >= n`)**

**3. Total number of vacant cells in array `X[]` = size of array `Y[]` \*/**

**// merge `Y[]` into `X[]`**

**rearrange(X, Y, m, n);**

**// print merged array**

**for (int i = 0; i < m; i++) {**

**printf("%d ", X[i]);**

**}**

**return 0;**

**}**

**37: Shuffle an array using Fisher–Yates shuffle algorithm**

**Given an integer array,** [**in-place**](https://www.techiedelight.com/in-place-vs-out-of-place-algorithms/) **shuffle it. The algorithm should produce an unbiased permutation, i.e., every permutation is equally likely.**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <time.h>**

**// Utility function to swap elements `A[i]` and `A[j]` in an array**

**void swap(int A[], int i, int j)**

**{**

**int temp = A[i];**

**A[i] = A[j];**

**A[j] = temp;**

**}**

**// Function to shuffle an array `A[]` of `n` elements**

**void shuffle(int A[], int n)**

**{**

**// read array from the highest index to lowest**

**for (int i = n - 1; i >= 1; i--)**

**{**

**// generate a random number `j` such that `0 <= j <= i`**

**int j = rand() % (i + 1);**

**// swap the current element with the randomly generated index**

**swap(A, i, j);**

**}**

**}**

**int main(void)**

**{**

**int A[] = { 1, 2, 3, 4, 5, 6 };**

**int n = sizeof(A) / sizeof(A[0]);**

**// seed for random input**

**srand(time(NULL));**

**shuffle(A, n);**

**// print the shuffled array**

**for (int i = 0; i < n; i++) {**

**printf("%d ", A[i]);**

**}**

**return 0;**

**}**

**38: Rearrange an array with alternate high and low elements**

**Given an integer array, rearrange it such that every second element becomes greater than its left and right elements. Assume no duplicate elements are present in the array.  
Input: {1, 2, 3, 4, 5, 6, 7}**

**Output: {1, 3, 2, 5, 4, 7, 6}**

**Input: {9, 6, 8, 3, 7}**

**Output: {6, 9, 3, 8, 7}**

**Input: {6, 9, 2, 5, 1, 4}**

**Output: {6, 9, 2, 5, 1, 4}**

**#include <stdio.h>**

**// Utility function to swap elements `arr[i]` and `arr[j]` in an array**

**void swap(int arr[], int i, int j)**

**{**

**int temp = arr[i];**

**arr[i] = arr[j];**

**arr[j] = temp;**

**}**

**// Function to rearrange the array such that every second element**

**// of the array is greater than its left and right elements**

**void rearrangeArray(int arr[], int n)**

**{**

**// start from the second element and increment index**

**// by 2 for each iteration of the loop**

**for (int i = 1; i < n; i += 2)**

**{**

**// if the previous element is greater than the current element,**

**// swap the elements**

**if (arr[i - 1] > arr[i]) {**

**swap(arr, i - 1, i);**

**}**

**// if the next element is greater than the current element,**

**// swap the elements**

**if (i + 1 < n && arr[i + 1] > arr[i]) {**

**swap(arr, i + 1, i);**

**}**

**}**

**}**

**int main(void)**

**{**

**int arr[] = { 9, 6, 8, 3, 7 };**

**int n = sizeof(arr) / sizeof(arr[0]);**

**rearrangeArray(arr, n);**

**// print output array**

**for (int i = 0; i < n; i++) {**

**printf("%d ", arr[i]);**

**}**

**return 0;**

**}**

**39: Find the largest subarray formed by consecutive integers**

**Given an integer array, find the largest subarray formed by consecutive integers. The subarray should contain all distinct values  
Input: { 2, 0, 2, 1, 4, 3, 1, 0 }**

**Output: The largest subarray is { 0, 2, 1, 4, 3 }**

**#include <iostream>**

**#include <vector>**

**using namespace std;**

**// Function to check if subarray `A[i…j]` is formed by consecutive integers.**

**// Here, `min` and `max` denote the minimum and maximum element in the subarray.**

**bool isConsecutive(int A[], int i, int j, int min, int max)**

**{**

**// for an array to contain consecutive integers, the difference**

**// between the maximum and minimum element in it should be exactly `j-i`**

**if (max - min != j - i) {**

**return false;**

**}**

**// create a visited array (we can also use a set)**

**vector<bool> visited(j - i + 1);**

**// traverse the subarray and check if each element appears only once**

**for (int k = i; k <= j; k++)**

**{**

**// if the element is seen before, return false**

**if (visited[A[k] - min]) {**

**return false;**

**}**

**// mark the element as seen**

**visited[A[k] - min] = true;**

**}**

**// we reach here when all elements in the array are distinct**

**return true;**

**}**

**// Find the largest subarray formed by consecutive integers**

**void findMaxSubarray(int A[], int n)**

**{**

**int len = 1;**

**int start = 0, end = 0;**

**// consider each subarray formed by `A[i…j]`**

**// `i` denotes the beginning of the subarray**

**for (int i = 0; i < n - 1; i++)**

**{**

**// stores the minimum and maximum element in subarray `A[i…j]`**

**int min\_val = A[i], max\_val = A[i];**

**// `j` denotes the end of the subarray**

**for (int j = i + 1; j < n; j++)**

**{**

**// update the minimum and maximum elements of the subarray**

**min\_val = min(min\_val, A[j]);**

**max\_val = max(max\_val, A[j]);**

**// check if subarray `A[i…j]` is formed by consecutive integers**

**if (isConsecutive(A, i, j, min\_val, max\_val))**

**{**

**if (len < max\_val - min\_val + 1)**

**{**

**len = max\_val - min\_val + 1,**

**start = i, end = j;**

**}**

**}**

**}**

**}**

**// print the maximum length subarray**

**cout << "The largest subarray is [" << start << ", " << end << "]";**

**}**

**int main()**

**{**

**int A[] = { 2, 0, 2, 1, 4, 3, 1, 0 };**

**int n = sizeof(A) / sizeof(A[0]);**

**findMaxSubarray(A, n);**

**return 0;**

**}**

**40: Replace every array element with the product of every other element without using a division operator**

**Given an integer array, replace each element with the product of every other element without using the division operator.  
Input: { 1, 2, 3, 4, 5 }**

**Output: { 120, 60, 40, 30, 24 }**

**Input: { 5, 3, 4, 2, 6, 8 }**

**Output: { 1152, 1920, 1440, 2880, 960, 720 }**

| **#include <stdio.h>**    **// Function to replace each array element with every other**  **// element's product without using the division operator**  **void findProduct(int arr[], int n)**  **{**  **// base case**  **if (n == 0) {**  **return;**  **}**    **// use two auxiliary arrays**  **int left[n], right[n];**    **// `left[i]` stores the product of all elements in subarray[0…i-1]**  **left[0] = 1;**  **for (int i = 1; i < n; i++) {**  **left[i] = arr[i - 1] \* left[i - 1];**  **}**    **// `right[i]` stores the product of all elements in subarray[i+1…n-1]**  **right[n - 1] = 1;**  **for (int j = n - 2; j >= 0; j--) {**  **right[j] = arr[j + 1] \* right[j + 1];**  **}**    **// replace each element with the product of its left and right subarray**  **for (int i = 0; i < n; i++) {**  **arr[i] = left[i] \* right[i];**  **}**  **}**    **int main(void)**  **{**  **int arr[] = { 5, 3, 4, 2, 6, 8 };**  **int n = sizeof(arr) / sizeof(arr[0]);**    **findProduct(arr, n);**    **// print the modified array**  **for (int i = 0; i < n; i++) {**  **printf("%d ", arr[i]);**  **}**    **return 0;**  **}** |
| --- |

**41: Longest Bitonic Subarray Problem**

**The Longest Bitonic Subarray (LBS) problem is to find a subarray of a given sequence in which the subarray’s elements are first sorted in increasing order, then in decreasing order, and the subarray is as long as possible. Strictly ascending or descending subarrays are also accepted.  
Longest bitonic subarray of the sequence { 3, 5, 8, 4, 5, 9, 10, 8, 5, 3, 4 } is { 4, 5, 9, 10, 8, 5, 3 }**

**For sequences sorted in increasing or decreasing order, the output is the same as the input sequence, i.e.,**

**[1, 2, 3, 4, 5] ——> [1, 2, 3, 4, 5]**

**[5, 4, 3, 2, 1] ——> [5, 4, 3, 2, 1]**

**#include <stdio.h>**

**// Function to find the length of the longest bitonic subarray in an array**

**void findBitonicSubarray(int arr[], int n)**

**{**

**if (n == 0) {**

**return;**

**}**

**// `I[i]` store the length of the longest increasing subarray,**

**// ending at `arr[i]`**

**int I[n];**

**I[0] = 1;**

**for (int i = 1; i < n; i++)**

**{**

**I[i] = 1;**

**if (arr[i - 1] < arr[i]) {**

**I[i] = I[i - 1] + 1;**

**}**

**}**

**// `D[i]` store the length of the longest decreasing subarray,**

**// starting with `arr[i]`**

**int D[n];**

**D[n - 1] = 1;**

**for (int i = n - 2; i >= 0; i--)**

**{**

**D[i] = 1;**

**if (arr[i] > arr[i + 1]) {**

**D[i] = D[i + 1] + 1;**

**}**

**}**

**// consider each element as a peak and calculate LBS**

**int lbs\_len = 1;**

**int beg = 0, end = 0;**

**for (int i = 0; i < n; i++)**

**{**

**if (lbs\_len < I[i] + D[i] - 1)**

**{**

**lbs\_len = I[i] + D[i] - 1;**

**beg = i - I[i] + 1;**

**end = i + D[i] - 1;**

**}**

**}**

**// print the longest bitonic subarray**

**printf("The length of the longest bitonic subarray is %d\n", lbs\_len);**

**printf("The longest bitonic subarray indices is [%d, %d]", beg, end);**

**}**

**int main(void)**

**{**

**int A[] = { 3, 5, 8, 4, 5, 9, 10, 8, 5, 3, 4 };**

**int n = sizeof(A) / sizeof(A[0]);**

**findBitonicSubarray(A, n);**

**return 0;**

**}**

**42: Find the maximum difference between two array elements that satisfies the given constraints**

**Given an integer array, find the maximum difference between two elements in it such that the smaller element appears before the larger element.  
Input: { 2, 7, 9, 5, 1, 3, 5 }**

**Output: The maximum difference is 7.**

**The pair is (2, 9)**

| **#include <stdio.h>**  **#include <limits.h>**    **// Utility function to find a maximum of two numbers**  **int max(int x, int y) {**  **return (x > y) ? x : y;**  **}**    **// Naive function to find the maximum difference between two elements in**  **// an array such that the smaller element appears before the larger element**  **int getMaxDiff(int arr[], int n)**  **{**  **int diff = INT\_MIN;**    **if (n == 0) {**  **return diff;**  **}**    **for (int i = 0; i < n - 1; i++) {**  **for (int j = i + 1; j < n; j++) {**  **if (arr[j] > arr[i]) {**  **diff = max(diff, arr[j] - arr[i]);**  **}**  **}**  **}**    **return diff;**  **}**    **int main()**  **{**  **int arr[] = { 2, 7, 9, 5, 1, 3, 5 };**  **int n = sizeof(arr) / sizeof(arr[0]);**    **int result = getMaxDiff(arr, n);**  **if (result != INT\_MIN) {**  **printf("The maximum difference is %d", result);**  **}**    **return 0;**  **}** |
| --- |

**43: Print continuous subarray with maximum sum**

**Given an integer array, find and print a contiguous subarray with the maximum sum in it.  
Input: {-2, 1, -3, 4, -1, 2, 1, -5, 4}**

**Output: The contiguous subarray with the largest sum is {4, -1, 2, 1}**

**Input: {8, -7, -3, 5, 6, -2, 3, -4, 2}**

**Output: The contiguous subarray with the largest sum is {5, 6, -2, 3}**

**#include <iostream>**

**#include <climits>**

**using namespace std;**

**// Function to print contiguous subarray with the largest sum**

**// in a given set of integers**

**void kadane(int arr[], int n)**

**{**

**// base case**

**if (n <= 0) {**

**return;**

**}**

**// stores maximum sum subarray found so far**

**int max\_so\_far = INT\_MIN;**

**// stores the maximum sum of subarray ending at the current position**

**int max\_ending\_here = 0;**

**// stores endpoints of maximum sum subarray found so far**

**int start = 0, end = 0;**

**// stores starting index of a positive-sum sequence**

**int beg = 0;**

**// traverse the given array**

**for (int i = 0; i < n; i++)**

**{**

**// update the maximum sum of subarray "ending" at index `i`**

**max\_ending\_here = max\_ending\_here + arr[i];**

**// if the maximum sum becomes less than the current element,**

**// start from the current element**

**if (max\_ending\_here < arr[i])**

**{**

**max\_ending\_here = arr[i];**

**beg = i;**

**}**

**// update result if the current subarray sum is found to be greater**

**if (max\_so\_far < max\_ending\_here)**

**{**

**max\_so\_far = max\_ending\_here;**

**start = beg;**

**end = i;**

**}**

**}**

**cout << "The contiguous subarray with the largest sum is ";**

**for (int i = start; i <= end; i++) {**

**cout << arr[i] << " ";**

**}**

**}**

**int main()**

**{**

**int arr[] = { -2, 1, -3, 4, -1, 2, 1, -5, 4 };**

**int n = sizeof(arr)/sizeof(arr[0]);**

**kadane(arr, n);**

**return 0;**

**}**

**44: Find all distinct combinations of a given length – I**

**Given an integer array, find all distinct combinations of a given length k.  
Input: {2, 3, 4}, k = 2**

**Output: {2, 3}, {2, 4}, {3, 4}**

**Input: {1, 2, 1}, k = 2**

**Output: {1, 2}, {1, 1}, {2, 1}**

| **#include <iostream>**  **#include <set>**  **#include <vector>**  **#include <experimental/iterator>**  **using namespace std;**    **// Function to print all distinct combinations of length `k`**  **void findCombinations(vector<int> const &arr, int i, int k,**  **set<vector<int>> &subarrays, vector<int> &out)**  **{**  **// invalid input**  **if (arr.size() == 0 || k > arr.size()) {**  **return;**  **}**    **// base case: combination size is `k`**  **if (k == 0) {**  **subarrays.insert(out);**  **return;**  **}**    **// start from the next index till the last index**  **for (int j = i; j < arr.size(); j++)**  **{**  **// add current element `arr[j]` to the solution and recur for next index**  **// `j+1` with one less element `k-1`**  **out.push\_back(arr[j]);**  **findCombinations(arr, j + 1, k - 1, subarrays, out);**  **out.pop\_back(); // backtrack**  **}**  **}**    **template <typename T>**  **void printVector(vector<T> const &input)**  **{**  **cout << "[";**  **copy(begin(input),**  **end(input),**  **experimental::make\_ostream\_joiner(cout, ", "));**  **cout << "]\n";**  **}**    **int main()**  **{**  **vector<int> arr = { 1, 2, 3 };**  **int k = 2;**    **// set to store all combinations**  **set<vector<int>> subarrays;**    **// vector to store a combination**  **vector<int> out;**    **// process elements from left to right**  **findCombinations(arr, 0, k, subarrays, out);**    **// print subarrays**  **for (auto const &vec: subarrays) {**  **printVector(vec);**  **}**    **return 0;**  **}** |
| --- |

**45: Find all distinct combinations of a given length – II**

**Given an integer array, find all distinct combinations of a given length k  
Input: {2, 3, 4}, k = 2**

**Output: {2, 3}, {2, 4}, {3, 4}**

**Input: {1, 2, 1}, k = 2**

**Output: {1, 2}, {1, 1}, {2, 1}**

| **#include <iostream>**  **#include <set>**  **#include <vector>**  **#include <experimental/iterator>**  **using namespace std;**    **// Function to print all distinct combinations of length `k`**  **void findCombinations(vector<int> const &arr, int i, int k,**  **set<vector<int>> &subarrays, vector<int> &out)**  **{**  **// do nothing for empty input**  **if (arr.size() == 0) {**  **return;**  **}**    **// base case: combination size is `k`**  **if (k == 0) {**  **subarrays.insert(out);**  **return;**  **}**    **// return if no more elements are left**  **if (i == arr.size()) {**  **return;**  **}**    **// include the current element in the current combination and recur**  **out.push\_back(arr[i]);**  **findCombinations(arr, i + 1, k - 1, subarrays, out);**    **// exclude the current element from the current combination**  **out.pop\_back(); // backtrack**    **// exclude the current element from the current combination and recur**  **findCombinations(arr, i + 1, k, subarrays, out);**  **}**    **template <typename T>**  **void printVector(vector<T> const &input)**  **{**  **cout << "[";**  **copy(begin(input),**  **end(input),**  **experimental::make\_ostream\_joiner(cout, ", "));**  **cout << "]\n";**  **}**    **int main()**  **{**  **vector<int> arr = { 1, 2, 3 };**  **int k = 2;**    **// set to store all combinations**  **set<vector<int>> subarrays;**    **// vector to store a combination**  **vector<int> out;**    **// process elements from left to right**  **findCombinations(arr, 0, k, subarrays, out);**    **// print subarrays**  **for (auto const &vec: subarrays) {**  **printVector(vec);**  **}**    **return 0;**  **}** |
| --- |

**46: Find the maximum sequence of continuous 1’s formed by replacing at-most `k` zeroes by ones**

**Given a binary array, find the maximum sequence of continuous 1’s that can be formed by replacing at most k zeroes by ones.  
Input: A[] = { 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 0 }**

**For k = 0,**

**The length of the longest sequence is 4 (from index 6 to 9)**

**For k = 1,**

**The length of the longest sequence is 7 (from index 3 to 9)**

**For k = 2,**

**The length of the longest sequence is 10 (from index 0 to 9)**

**For k = 3,**

**The length of the longest sequence is 11 (from index 0 to 10)**

**#include <stdio.h>**

**// Function to find the maximum sequence of continuous 1's by replacing**

**// at most `k` zeroes by 1 using sliding window technique**

**void findLongestSequence(int arr[], int n, int k)**

**{**

**int left = 0; // represents the current window's starting index**

**int count = 0; // stores the total number of zeros in the current window**

**int window = 0; // stores the maximum number of continuous 1's found**

**// so far (including `k` zeroes)**

**int leftIndex = 0; // stores the left index of maximum window found so far**

**// maintain a window `[left…right]` containing at most `k` zeroes**

**for (int right = 0; right < n; right++)**

**{**

**// if the current element is 0, increase the count of zeros in the**

**// current window by 1**

**if (arr[right] == 0) {**

**count++;**

**}**

**// the window becomes unstable if the total number of zeros in it becomes**

**// more than `k`**

**while (count > k)**

**{**

**// if we have found zero, decrement the number of zeros in the**

**// current window by 1**

**if (arr[left] == 0) {**

**count--;**

**}**

**// remove elements from the window's left side till the window**

**// becomes stable again**

**left++;**

**}**

**// when we reach here, window `[left…right]` contains at most**

**// `k` zeroes, and we update max window size and leftmost index**

**// of the window**

**if (right - left + 1 > window)**

**{**

**window = right - left + 1;**

**leftIndex = left;**

**}**

**}**

**// no sequence found**

**if (window == 0) {**

**return;**

**}**

**// print the maximum sequence of continuous 1's**

**printf("The longest sequence has length %d from index %d to %d",**

**window, leftIndex, (leftIndex + window - 1));**

**}**

**int main()**

**{**

**int arr[] = { 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 0 };**

**int k = 2;**

**int n = sizeof(arr) / sizeof(arr[0]);**

**findLongestSequence(arr, n, k);**

**return 0;**

**}**

**47: Longest Increasing Subsequence using LCS**

**The longest increasing subsequence problem is to find a subsequence of a given sequence in which the subsequence’s elements are in sorted order, lowest to highest, and in which the subsequence is as long as possible. This subsequence is not necessarily contiguous or unique.**

**For example, the longest increasing subsequence is [0, 2, 6, 9, 11, 15] in the following subsequence:  
[0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15]  
  
This subsequence has length 6; the input sequence has no 7–member increasing subsequences. The longest increasing subsequence in this example is not unique. For instance, [0, 4, 6, 9, 11, 15] or [0, 4, 6, 9, 13, 15] are other increasing subsequences of equal length in the same input sequence.**

**#include <iostream>**

**#include <vector>**

**#include <unordered\_map>**

**#include <string>**

**#include <algorithm>**

**using namespace std;**

**// Function to find the length of the longest common subsequence of**

**// array `X[0…m-1]` and `Y[0…n-1]`**

**int LCSLength(vector<int> const &X, vector<int> const &Y, int m, int n,**

**unordered\_map<string, int> &lookup)**

**{**

**// return if the end of either array is reached**

**if (m == 0 || n == 0) {**

**return 0;**

**}**

**// construct a unique map key from dynamic elements of the input**

**string key = to\_string(m) + "|" + to\_string(n);**

**// if the subproblem is seen for the first time, solve it and**

**// store its result in a map**

**if (lookup.find(key) == lookup.end())**

**{**

**// if the last element of `X` and `Y` matches**

**if (X[m - 1] == Y[n - 1]) {**

**lookup[key] = LCSLength(X, Y, m - 1, n - 1, lookup) + 1;**

**}**

**else {**

**// otherwise, if the last element of `X` and `Y` don't match**

**lookup[key] = max(LCSLength(X, Y, m, n - 1, lookup),**

**LCSLength(X, Y, m - 1, n, lookup));**

**}**

**}**

**// return the subproblem solution from the map**

**return lookup[key];**

**}**

**// Function to remove duplicates from a sorted array**

**int removeDuplicates(vector<int> &Y)**

**{**

**int k = 0;**

**for (int i = 1; i < Y.size(); i++)**

**{**

**if (Y[i] != Y[k]) {**

**Y[++k] = Y[i];**

**}**

**}**

**// return length of subarray containing all distinct characters**

**return k + 1;**

**}**

**// Iterative function to find the length of the longest increasing subsequence (LIS)**

**// of a given array using the longest common subsequence (LCS)**

**int findLIS(vector<int> const &X)**

**{**

**int n = X.size();**

**// base case**

**if (n == 0) {**

**return 0;**

**}**

**// create a copy of the original array**

**vector<int> Y(X);**

**// sort the copy of the original array**

**sort(Y.begin(), Y.end());**

**// remove all the duplicates from `Y`**

**int m = removeDuplicates(Y);**

**// create a map to store solutions to subproblems**

**unordered\_map<string, int> lookup;**

**// return LCS of both**

**return LCSLength(X, Y, n, m, lookup);**

**}**

**int main()**

**{**

**vector<int> X = { 0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15 };**

**cout << "The length of the LIS is " << findLIS(X);**

**return 0;**

**}**

**48: Find minimum sum subarray of size `k`**

**Given an integer array, find the minimum sum subarray of size k, where k is a positive integer  
Input: {10, 4, 2, 5, 6, 3, 8, 1}, k = 3**

**Output: Minimum sum subarray of size 3 is (1, 3)**

**#include <stdio.h>**

**#include <limits.h>**

**// Find the minimum sum subarray of a given size `k`**

**void findSubarray(int arr[], int n, int k)**

**{**

**// base case**

**if (n == 0 || n <= k) {**

**return;**

**}**

**// stores the sum of elements in the current window**

**int window\_sum = 0;**

**// stores the sum of minimum sum subarray found so far**

**int min\_window = INT\_MAX;**

**// stores ending index of the minimum sum subarray found so far**

**int last = 0;**

**for (int i = 0; i < n; i++)**

**{**

**// add the current element to the window**

**window\_sum += arr[i];**

**// if the window size is more than equal to `k`**

**if (i + 1 >= k)**

**{**

**// update the minimum sum window**

**if (min\_window > window\_sum)**

**{**

**min\_window = window\_sum;**

**last = i;**

**}**

**// remove a leftmost element from the window**

**window\_sum -= arr[i + 1 - k];**

**}**

**}**

**printf("The minimum sum subarray is (%d, %d)", last - k + 1, last);**

**}**

**int main(void)**

**{**

**int arr[] = { 10, 4, 2, 5, 6, 3, 8, 1 };**

**int k = 3;**

**int n = sizeof(arr)/sizeof(arr[0]);**

**findSubarray(arr, n, k);**

**return 0;**

**}**

**49: Find a subarray having the given sum in an integer array**

**Given an integer array, find a subarray having a given sum in it.  
Input: nums[] = {2, 6, 0, 9, 7, 3, 1, 4, 1, 10}, target = 15**

**Output: {6, 0, 9}**

**Input: nums[] = {0, 5, -7, 1, -4, 7, 6, 1, 4, 1, 10}, target = 15**

**Output: {1, -4, 7, 6, 1, 4} or {4, 1, 10}**

**Input: nums[] = {0, 5, -7, 1, -4, 7, 6, 1, 4, 1, 10}, target = -3**

**Output: {1, -4}**

| **#include <stdio.h>**    **// Function to print subarray having a given sum using**  **// sliding window technique**  **void findSubarray(int nums[], int n, int target)**  **{**  **// maintains the sum of the current window**  **int windowSum = 0;**    **// maintain a window [low, high-1]**  **int low = 0, high = 0;**    **// consider every subarray starting from the `low` index**  **for (low = 0; low < n; low++)**  **{**  **// if the current window's sum is less than the given sum,**  **// then add elements to the current window from the right**  **while (windowSum < target && high < n)**  **{**  **windowSum += nums[high];**  **high++;**  **}**    **// if the current window's sum is equal to the given sum**  **if (windowSum == target)**  **{**  **printf("Subarray found [%d–%d]\n", low, high - 1);**  **return;**  **}**    **// At this point, the current window's sum is more than the given sum.**  **// Remove the current element (leftmost element) from the window**  **windowSum -= nums[low];**  **}**  **}**    **int main(void)**  **{**  **// an array of positive integers**  **int nums[] = { 2, 6, 0, 9, 7, 3, 1, 4, 1, 10 };**  **int target = 15;**    **int n = sizeof(nums)/sizeof(nums[0]);**    **findSubarray(nums, n, target);**    **return 0;**  **}** |
| --- |

**50: Find the smallest subarray length whose sum of elements is greater than `k`**

**Given an array of positive integers, find the smallest subarray’s length whose sum of elements is greater than a given number k.  
Input: {1, 2, 3, 4, 5, 6, 7, 8}, k = 20**

**Output: The smallest subarray length is 3**

**Explanation: The smallest subarray with sum > 20 is {6, 7, 8}**

**Input: {1, 2, 3, 4, 5, 6, 7, 8}, k = 7**

**Output: The smallest subarray length is 1**

**Explanation: The smallest subarray with sum > 7 is {8}**

**Input: {1, 2, 3, 4, 5, 6, 7, 8}, k = 21**

**Output: The smallest subarray length is 4**

**Explanation: The smallest subarray with sum > 21 is {5, 6, 7, 8}  
Input: {1, 2, 3, 4, 5, 6, 7, 8}, k = 40**

**Output: No subarray exists**

| **#include <stdio.h>**  **#include <limits.h>**    **// Utility function to find a minimum of two numbers**  **int min(int x, int y) {**  **return (x < y) ? x : y;**  **}**    **// Function to find the length of the smallest subarray whose sum**  **// of elements is greater than the given number**  **int findSmallestSubarrayLen(int arr[], int n, int k)**  **{**  **// stores the current window sum**  **int windowSum = 0;**    **// stores the result**  **int len = INT\_MAX;**    **// stores the window's starting index**  **int left = 0;**    **// maintain a sliding window `[left…right]`**  **for (int right = 0; right < n; right++)**  **{**  **// include the current element in the window**  **windowSum += arr[right];**    **// the window becomes unstable if its sum becomes more than `k`**  **while (windowSum > k && left <= right)**  **{**  **// update the result if the current window's length is less than the**  **// minimum found so far**  **len = min(len, right - left + 1);**    **// remove elements from the window's left side till the window**  **// becomes stable again**  **windowSum -= arr[left];**  **left++;**  **}**  **}**    **// invalid input**  **if (len == INT\_MAX) {**  **return 0;**  **}**    **// return result**  **return len;**  **}**    **int main()**  **{**  **// an array of positive numbers**  **int arr[] = { 1, 2, 3, 4, 5, 6, 7, 8 };**  **int k = 21;**    **int n = sizeof(arr) / sizeof(arr[0]);**    **// find the length of the smallest subarray**  **int len = findSmallestSubarrayLen(arr, n, k);**    **if (len != INT\_MAX) {**  **printf("The smallest subarray length is %d", len);**  **}**  **else {**  **printf("No subarray exists");**  **}**    **return 0;**  **}** |
| --- |

**51: Find the smallest window in an array sorting which will make the entire array sorted**

**Given an integer array, find the smallest window sorting which will make the entire array sorted in increasing order.  
Input: { 1, 2, 3, 7, 5, 6, 4, 8 }**

**Output: Sort the array from index 3 to 6**

**Input: { 1, 3, 2, 7, 5, 6, 4, 8 }**

**Output: Sort the array from index 1 to 6**

**#include <iostream>**

**#include <climits>**

**using namespace std;**

**// Function to find the smallest window in an array, sorting which will**

**// make the entire array sorted**

**void findSubarray(int arr[], int n)**

**{**

**int leftIndex = -1, rightIndex = -1;**

**// traverse from left to right and keep track of maximum so far**

**int max\_so\_far = INT\_MIN;**

**for (int i = 0; i < n; i++)**

**{**

**if (max\_so\_far < arr[i]) {**

**max\_so\_far = arr[i];**

**}**

**// find the last position that is less than the maximum so far**

**if (arr[i] < max\_so\_far) {**

**rightIndex = i;**

**}**

**}**

**// traverse from right to left and keep track of the minimum so far**

**int min\_so\_far = INT\_MAX;**

**for (int i = n - 1; i >= 0; i--)**

**{**

**if (min\_so\_far > arr[i]) {**

**min\_so\_far = arr[i];**

**}**

**// find the last position that is more than the minimum so far**

**if (arr[i] > min\_so\_far) {**

**leftIndex = i;**

**}**

**}**

**if (leftIndex == -1) {**

**cout << "Array is already sorted";**

**return;**

**}**

**cout << "Sort array from index " << leftIndex << " to " << rightIndex;**

**}**

**int main()**

**{**

**int arr[] = { 1, 3, 2, 7, 5, 6, 4, 8 };**

**int n = sizeof(arr)/sizeof(arr[0]);**

**findSubarray(arr, n);**

**return 0;**

**}**

**52: Find maximum sum path involving elements of given arrays**

**Given two sorted arrays of integers, find a maximum sum path involving elements of both arrays whose sum is maximum. We can start from either array, but we can switch between arrays only through its common elements.  
Input:**

**X = { 3, 6, 7, 8, 10, 12, 15, 18, 100 }**

**Y = { 1, 2, 3, 5, 7, 9, 10, 11, 15, 16, 18, 25, 50 }**

**The maximum sum path is:**

**1 —> 2 —> 3 —> 6 —> 7 —> 9 —> 10 —> 12 —> 15 —> 16 —> 18 —> 100**

**The maximum sum is 199**

| **#include <stdio.h>**    **// Utility function to find the minimum of two integers**  **int max (int x, int y) {**  **return (x > y) ? x : y;**  **}**    **// Function to find the maximum sum path in two given arrays.**  **// The code is similar to the merge routine of the merge sort algorithm**  **int findMaxSum(int X[], int Y[], int m, int n)**  **{**  **int sum = 0;**  **int sum\_x = 0, sum\_y = 0;**    **// `i` and `j` denotes the current index of `X` and `Y`, respectively**  **int i = 0, j = 0;**    **// loop till `X` and `Y` are empty**  **while (i < m && j < n)**  **{**  **// to handle the duplicate elements in `X`**  **while (i < m-1 && X[i] == X[i+1]) {**  **sum\_x += X[i++];**  **}**    **// to handle the duplicate elements in `Y`**  **while (j < n-1 && Y[j] == Y[j+1]) {**  **sum\_y += Y[j++];**  **}**    **// if the current element of `Y` is less than the current element of `X`**  **if (Y[j] < X[i])**  **{**  **sum\_y += Y[j];**  **j++;**  **}**    **// if the current element of `X` is less than the current element of `Y`**  **else if (X[i] < Y[j])**  **{**  **sum\_x += X[i];**  **i++;**  **}**    **else // if (X[i] == Y[j])**  **{**  **// consider the maximum sum and include the current cell's value**  **sum += max(sum\_x, sum\_y) + X[i];**    **// move both indices by 1 position**  **i++, j++;**    **// reset both sums**  **sum\_x = 0, sum\_y = 0;**  **}**  **}**    **// process the remaining elements of `X` (if any)**  **while (i < m) {**  **sum\_x += X[i++];**  **}**    **// process the remaining elements of `Y` (if any)**  **while (j < n) {**  **sum\_y += Y[j++];**  **}**    **sum += max(sum\_x, sum\_y);**  **return sum;**  **}**    **int main()**  **{**  **int X[] = { 3, 6, 7, 8, 10, 12, 15, 18, 100 };**  **int Y[] = { 1, 2, 3, 5, 7, 9, 10, 11, 15, 16, 18, 25, 50 };**    **int m = sizeof(X)/sizeof(X[0]);**  **int n = sizeof(Y)/sizeof(Y[0]);**    **printf("The maximum sum is %d", findMaxSum(X, Y, m, n));**    **return 0;**  **}** |
| --- |

**53: Find maximum profit earned by buying and selling shares any number of times**

**Given a list containing future prediction of share prices, find the maximum profit earned by buying and selling shares any number of times with the constraint, a new transaction can only start after the previous transaction is complete, i.e., we can only hold at most one share at a time.  
Stock Prices: {1, 5, 2, 3, 7, 6, 4, 5}**

**Total profit earned is 10**

**Buy on day 1 and sell on day 2**

**Buy on day 3 and sell on day 5**

**Buy on day 7 and sell on day 8**

**Stock Prices: {10, 8, 6, 5, 4, 2}**

**Total profit earned is 0**

| **#include <stdio.h>**    **// Function to find the maximum profit earned by buying and**  **// selling shares any number of times**  **int findMaxProfit(int price[], int n)**  **{**  **// keep track of the maximum profit gained**  **int profit = 0;**    **// initialize the local minimum to the first element's index**  **int j = 0;**    **// start from the second element**  **for (int i = 1; i < n; i++)**  **{**  **// update the local minimum if a decreasing sequence is found**  **if (price[i - 1] > price[i]) {**  **j = i;**  **}**    **// sell shares if the current element is the peak,**  **// i.e., (`previous <= current > next`)**  **if (price[i - 1] <= price[i] &&**  **(i + 1 == n || price[i] > price[i + 1]))**  **{**  **profit += (price[i] - price[j]);**  **printf("Buy on day %d and sell on day %d\n", j + 1, i + 1);**  **}**  **}**    **return profit;**  **}**    **int main()**  **{**  **int price[] = { 1, 5, 2, 3, 7, 6, 4, 5 };**  **int n = sizeof(price) / sizeof(price[0]);**    **printf("\nTotal profit earned is %d", findMaxProfit(price, n));**    **return 0;**  **}** |
| --- |

**54: Find minimum platforms needed to avoid delay in the train arrival**

**Given a schedule containing the arrival and departure time of trains in a station, find the minimum number of platforms needed to avoid delay in any train’s arrival.  
Trains arrival = { 2.00, 2.10, 3.00, 3.20, 3.50, 5.00 }**

**Trains departure = { 2.30, 3.40, 3.20, 4.30, 4.00, 5.20 }**

**The minimum platforms needed is 2**

**The train arrived at 2.00 on platform 1**

**The train arrived at 2.10 on platform 2**

**The train departed at 2.30 from platform 1**

**The train arrived at 3.00 on platform 1**

**The train departed at 3.20 from platform 1**

**The train arrived at 3.20 on platform 1**

**The train departed at 3.40 from platform 2**

**The train arrived at 3.50 on platform 2**

**The train departed at 4.00 from platform 2**

**The train departed at 4.30 from platform 1**

**The train arrived at 5.00 on platform 1**

**The train departed at 5.20 from platform 1**

**#include <iostream>**

**#include <vector>**

**#include <algorithm>**

**using namespace std;**

**typedef vector<double> Trains;**

**// Function to find the minimum number of platforms needed**

**// to avoid delay in any train arrival**

**int findMinPlatforms(Trains arrival, Trains departure) // no-ref, no-const**

**{**

**// sort arrival time of trains**

**sort(arrival.begin(), arrival.end());**

**// sort departure time of trains**

**sort(departure.begin(), departure.end());**

**// maintains the count of trains**

**int count = 0;**

**// stores minimum platforms needed**

**int platforms = 0;**

**// take two indices for arrival and departure time**

**int i = 0, j = 0;**

**// run till all trains have arrived**

**while (i < arrival.size())**

**{**

**// if a train is scheduled to arrive next**

**if (arrival[i] < departure[j])**

**{**

**// increase the count of trains and update minimum**

**// platforms if required**

**platforms = max(platforms, ++count);**

**// move the pointer to the next arrival**

**i++;**

**}**

**// if the train is scheduled to depart next i.e.**

**// `departure[j] < arrival[i]`, decrease trains' count**

**// and move pointer `j` to the next departure.**

**// If two trains are arriving and departing simultaneously, i.e.**

**// `arrival[i] == departure[j]`, depart the train first**

**else {**

**count--, j++;**

**}**

**}**

**return platforms;**

**}**

**int main()**

**{**

**Trains arrival = { 2.00, 2.10, 3.00, 3.20, 3.50, 5.00 };**

**Trains departure = { 2.30, 3.40, 3.20, 4.30, 4.00, 5.20 };**

**cout << "The minimum platforms needed is " << findMinPlatforms(arrival, departure);**

**return 0;**

**}**

**55: Decode an array constructed from another array**

**Given an array constructed from another array A by taking the sum of every distinct pair in it, decode it to get the original array A back.  
Input: { 3, 4, 5, 5, 6, 7 }**

**Output: { 1, 2, 3, 4 }**

**Input: { 3, 4, 5, 6, 5, 6, 7, 7, 8, 9 }**

**Output: { 1, 2, 3, 4, 5 }**

**Input: { 3 }**

**Output: { 1, 2 } or { 2, 1 } or { 0, 3 } or { 3, 0 }**

**Input: { 3, 4, 5 }**

**Output: { 1, 2, 3 }**

**#include <iostream>**

**#include <cmath>**

**using namespace std;**

**// Function to decode given array to get back the original array elements**

**void decode(int inp[], int m)**

**{**

**// base case**

**if (m == 0 || m == 2) {**

**return;**

**}**

**// calculate the size of the original array**

**int n = (sqrt(8\*m + 1) + 1) / 2;**

**// create an auxiliary array of size `n` to store elements**

**// of the original array**

**int A[n];**

**// calculate the first element of the original array**

**if (n == 1 || m == 1) {**

**A[0] = inp[0];**

**}**

**else if (n == 2) {**

**A[0] = inp[0] - inp[1];**

**}**

**else {**

**A[0] = (inp[0] + inp[1] - inp[n - 1]) / 2;**

**}**

**// calculate the remaining elements of the original array using**

**// the first element**

**for (int i = 1; i < n; i++) {**

**A[i] = inp[i - 1] - A[0];**

**}**

**// print the original array**

**for (int i = 0; i < n; i++) {**

**cout << A[i] << " ";**

**}**

**}**

**int main()**

**{**

**int inp[] = { 3, 4, 5, 6, 5, 6, 7, 7, 8, 9 };**

**int m = sizeof(inp)/sizeof(inp[0]);**

**decode(inp, m);**

**return 0;**

**}**

**56: Find a triplet with the given sum in an array**

**Given an unsorted integer array, find a triplet with a given sum in it.**

**Input:**

**nums = [ 2, 7, 4, 0, 9, 5, 1, 3 ]**

**target = 6**

**Output: Triplet exists.**

**The triplets with the given sum 6 are {0, 1, 5}, {0, 2, 4}, {1, 2, 3}**

**#include <iostream>**

**using namespace std;**

**// Naive recursive function to check if triplet exists in an array**

**// with the given sum**

**bool isTripletExist(int nums[], int n, int target, int count)**

**{**

**// if triplet has the desired sum, return true**

**if (count == 3 && target == 0) {**

**return true;**

**}**

**// return false if the sum is not possible with the current configuration**

**if (count == 3 || n == 0 || target < 0) {**

**return false;**

**}**

**// recur with including and excluding the current element**

**return isTripletExist(nums, n - 1, target - nums[n - 1], count + 1) ||**

**isTripletExist(nums, n - 1, target, count);**

**}**

**int main()**

**{**

**int nums[] = { 2, 7, 4, 0, 9, 5, 1, 3 };**

**int target = 6;**

**int n = sizeof(nums) / sizeof(nums[0]);**

**isTripletExist(nums, n, target, 0) ? cout << "Triplet exists":**

**cout << "Triplet doesn't exist";**

**return 0;**

**}**

**57: Reverse every consecutive `m`-elements of a subarray**

**Given an array, reverse every group of consecutive m elements in a given subarray of it.  
Consider the below array.**

**A[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 },**

**m = 3**

**Then for subarray [i, j], where i and j is**

**Input: i = 1, j = 7 or 8**

**Output: [1, 4, 3, 2, 7, 6, 5, 8, 9, 10]**

**Input: i = 1, j = 9**

**Output: [1, 4, 3, 2, 7, 6, 5, 10, 9, 8]**

**Input: i = 3, j = 5**

**Output: [1, 2, 3, 6, 5, 4, 7, 8, 9, 10]**

**Input: i = 3, j = 4**

**Output: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]**

| **#include <stdio.h>**    **// Utility function to swap elements `A[i]` and `A[j]` in an array**  **void swap(int A[], int i, int j)**  **{**  **int temp = A[i];**  **A[i] = A[j];**  **A[j] = temp;**  **}**    **// Utility function to find a minimum of two numbers**  **int min(int x, int y) {**  **return (x < y) ? x : y;**  **}**    **// Utility function to reverse subarray `arr[i, j]`**  **void reverse\_subarray(int arr[], int i, int j)**  **{**  **while (i < j)**  **{**  **swap(arr, i, j);**  **i++, j--;**  **}**  **}**    **// Function to reverse every consecutive `m` elements of**  **// subarray `arr[beg, end]`**  **void reverse(int arr[], int beg, int end, int m)**  **{**  **// base case**  **if (m <= 1) {**  **return;**  **}**    **// return if the subarray length is less than `m`**  **if (m > end - beg + 1) {**  **return;**  **}**    **// reverse every consecutive `m` elements**  **for (int i = beg; i <= end; i = i + m)**  **{**  **// check if subarray length is at least `m`**  **if (i + m - 1 <= end) {**  **reverse\_subarray(arr, i, i + m - 1);**  **}**  **}**  **}**    **// Utility function to print given array**  **void printArray(int arr[], int n)**  **{**  **for (int i = 0; i < n; i++) {**  **printf("%d ", arr[i]);**  **}**  **}**    **int main()**  **{**  **int arr[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };**  **int m = 3;**  **int beg = 1, end = 8;**    **int n = sizeof(arr) / sizeof(arr[0]);**    **// reverse the array**  **reverse(arr, beg, min(end, n - 1), m);**    **// print the modified array**  **printArray(arr, n);**    **return 0;**  **}** |
| --- |

**58: 4–Sum Problem | Quadruplets with a given sum  
4-sum problem: Given an unsorted integer array, check if it contains four elements tuple (quadruplets) having a given sum.  
Input:**

**nums = [ 2, 7, 4, 0, 9, 5, 1, 3 ]**

**target = 20**

**Output: Quadruplet exists.**

**Below are quadruplets with the given sum 20**

**(0, 4, 7, 9)**

**(1, 3, 7, 9)**

**(2, 4, 5, 9)**

| **#include <iostream>**  **using namespace std;**    **// Naive recursive function to check if quadruplet exists in an array**  **// with the given sum**  **bool hasQuadruplet(int nums[], int n, int target, int count)**  **{**  **// if the desired sum is reached with 4 elements, return true**  **if (target == 0 && count == 4) {**  **return true;**  **}**    **// return false if the sum is not possible with the current configuration**  **if (count > 4 || n == 0) {**  **return false;**  **}**    **// Recur with**  **// 1. Including the current element**  **// 2. Excluding the current element**    **return hasQuadruplet(nums, n - 1, target - nums[n - 1], count + 1) ||**  **hasQuadruplet(nums, n - 1, target, count);**  **}**    **int main()**  **{**  **int nums[] = { 2, 7, 4, 0, 9, 5, 1, 3 };**  **int target = 20;**    **int n = sizeof(nums) / sizeof(nums[0]);**    **hasQuadruplet(nums, n, target, 0) ? cout << "Quadruplet exists":**  **cout << "Quadruplet Doesn't Exist";**    **return 0;**  **}** |
| --- |

**59: Print all quadruplets with a given sum | 4 sum problem extended**

**Given an unsorted integer array, print all distinct four elements tuple (quadruplets) in it, having a given sum.**

**Input:**

**A[] = [2, 7, 4, 0, 9, 5, 1, 3]**

**target = 20**

**Output: Below are the quadruplets with sum 20**

**(0, 4, 7, 9)**

**(1, 3, 7, 9)**

**(2, 4, 5, 9)**

**#include <iostream>**

**#include <algorithm>**

**using namespace std;**

**// Function to print all quadruplet present in an array with a given sum**

**void quadTuple(int arr[], int n, int target)**

**{**

**// sort the array in ascending order**

**sort (arr, arr + n);**

**// check if quadruplet is formed by `arr[i]`, `arr[j]`, and a pair from**

**// subarray `arr[j+1…n)`**

**for (int i = 0; i <= n - 4; i++)**

**{**

**for (int j = i + 1; j <= n - 3; j++)**

**{**

**// `k` stores remaining sum**

**int k = target - (arr[i] + arr[j]);**

**// check for sum `k` in subarray `arr[j+1…n)`**

**int low = j + 1, high = n - 1;**

**while (low < high)**

**{**

**if (arr[low] + arr[high] < k) {**

**low++;**

**}**

**else if (arr[low] + arr[high] > k) {**

**high--;**

**}**

**// quadruplet with a given sum found**

**else {**

**cout << "(" << arr[i] << " " << arr[j] << " " <<**

**arr[low] << " " << arr[high] << ")\n";**

**low++, high--;**

**}**

**}**

**}**

**}**

**}**

**int main()**

**{**

**int arr[] = { 2, 7, 4, 0, 9, 5, 1, 3 };**

**int target = 20;**

**int n = sizeof(arr) / sizeof(arr[0]);**

**quadTuple(arr, n, target);**

**return 0;**

**}**

**60: Quickselect Algorithm**

**Quickselect is a selection algorithm to find the k'th smallest element in an unordered list. It is closely related to the** [**Quicksort sorting algorithm**](https://www.techiedelight.com/quicksort/)**. Like Quicksort, it is efficient traditionally and offers good average-case performance, but has a poor worst-case performance.**

**Input: [7, 4, 6, 3, 9, 1]  
k = 2**

**Output: k’th smallest array element is 3**

**Input: [7, 4, 6, 3, 9, 1]**

**k = 1**

**Output: k’th smallest array element is 1**

| **#include <stdio.h>**  **#include <stdlib.h>**    **#define SWAP(x, y) { int temp = x; x = y; y = temp; }**  **#define N (sizeof(nums)/sizeof(nums[0]))**    **// Partition using Lomuto partition scheme**  **int partition(int a[], int left, int right, int pIndex)**  **{**  **// pick `pIndex` as a pivot from the array**  **int pivot = a[pIndex];**    **// Move pivot to end**  **SWAP(a[pIndex], a[right]);**    **// elements less than the pivot will be pushed to the left of `pIndex`;**  **// elements more than the pivot will be pushed to the right of `pIndex`;**  **// equal elements can go either way**  **pIndex = left;**    **// each time we find an element less than or equal to the pivot, `pIndex`**  **// is incremented, and that element would be placed before the pivot.**  **for (int i = left; i < right; i++)**  **{**  **if (a[i] <= pivot)**  **{**  **SWAP(a[i], a[pIndex]);**  **pIndex++;**  **}**  **}**    **// move pivot to its final place**  **SWAP(a[pIndex], a[right]);**    **// return `pIndex` (index of the pivot element)**  **return pIndex;**  **}**    **// Returns the k'th smallest element in the list within `left…right`**  **// (i.e., left <= k <= right). The search space within the array is**  **// changing for each round – but the list is still the same size.**  **// Thus, `k` does not need to be updated with each round.**  **int quickselect(int nums[], int left, int right, int k)**  **{**  **// If the array contains only one element, return that element**  **if (left == right) {**  **return nums[left];**  **}**    **// select `pIndex` between left and right**  **int pIndex = left + rand() % (right - left + 1);**    **pIndex = partition(nums, left, right, pIndex);**    **// The pivot is in its final sorted position**  **if (k == pIndex) {**  **return nums[k];**  **}**    **// if `k` is less than the pivot index**  **else if (k < pIndex) {**  **return quickselect(nums, left, pIndex - 1, k);**  **}**    **// if `k` is more than the pivot index**  **else {**  **return quickselect(nums, pIndex + 1, right, k);**  **}**  **}**    **int main()**  **{**  **int nums[] = { 7, 4, 6, 3, 9, 1 };**  **int k = 2;**    **printf("k'th smallest element is %d", quickselect(nums, 0, N - 1, k - 1));**    **return 0;**  **}** |
| --- |

**61: Print all triplets that form an arithmetic progression**

**Given a sorted array of distinct positive integers, print all triplets that forms an arithmetic progression with an integral common difference.**

**Input: A[] = { 5, 8, 9, 11, 12, 15 }**

**Output:**

**5 8 11**

**9 12 15**

**Input: A[] = { 1, 3, 5, 6, 8, 9, 15 }**

**Output:**

**1 3 5**

**1 5 9**

**3 6 9**

**1 8 15**

**3 9 15**

| **#include <stdio.h>**    **// Function to print all triplets that forms arithmetic progression**  **// in a given sorted array**  **void findAllTriplets(int A[], int n)**  **{**  **// consider `A[j]` as the middle element of AP**  **for (int j = 1; j < n - 1; j++)**  **{**  **// start with the left and right index of `j`**  **int i = j - 1, k = j + 1;**    **// Find all `i` and `k` such that `(i, j, k)` form an AP triplet**  **while (i >= 0 && k < n)**  **{**  **// if `(A[i], A[j], A[k])` forms a triplet**  **if (A[i] + A[k] == 2 \* A[j])**  **{**  **// print the triplet**  **printf("%d %d %d\n", A[i], A[j], A[k]);**    **// Since the array is sorted and elements are distinct**  **k++, i--;**  **}**  **// otherwise, if `(A[i] + A[k])` is less than `2×A[j]` then**  **// try next `k`. Else, try the previous `i`.**  **else if (A[i] + A[k] < 2 \* A[j]) {**  **k++;**  **}**  **else {**  **i--;**  **}**  **}**  **}**  **}**    **int main(void)**  **{**  **int A[] = { 1, 3, 5, 6, 8, 9, 15 };**  **int n = sizeof(A) / sizeof(A[0]);**    **findAllTriplets(A, n);**    **return 0;**  **}** |
| --- |

# **62.** [Bubble Sort Algorithm in Java with Example](https://javarevisited.blogspot.com/2014/08/bubble-sort-algorithm-in-java-with.html)

Bubble Sort is the first sorting algorithm I learned during my college day, and after so many years it's the one I remember by heart. It's kind of weird that one of the most popular sorting algorithms is also one of the worst-performing sorting algorithms. Bubble sort's average-case performance is in O(n^2), which means as the size array grows, the time it takes to sort that array increases quadratically. Due to this reason, bubble sort is not used in production code, instead quick sort and merge sort are preferred over it. In fact, Java's own Arrays.sort() method, which is the [easiest way to sort an array in Java](http://javarevisited.blogspot.com/2012/01/sort-array-in-java-ascending-and.html) also uses two pivot quicksort to sort primitive arrays and a stable mergesort algorithm to sort object arrays.

The reason for the slow performance of this algorithm is an excessive comparison and swapping since it compares each element of array to another and swaps if it is on the right side.

Due to quadratic performance, bubble sort is best suited for small, almost sorted lists e.g. {1, 2, 4, 3, 5}, where it just needs to do one swapping. Ironically, the best-case performance of bubble sort, which is O(n) beats quicksort's best-case performance of O(NlogN).

Someone may argue that why teaching an algorithm that poor performance, why not teach insertion or selection sort which is as easy as bubble sort and performs better. IMHO, the easiness of the algorithm depends upon the programmer as much as on the algorithm itself.

Many programmers will find *insertion sort* easier than *bubble sor*t but again there will be a lot many who will find bubble sort easier to remember, including me. This is true, despite many of them have used insertion sort unknowingly in real life, e.g. sorting playing cards in hand.

Another reason for learning this sorting algorithm is for comparative analysis, how you improve algorithms, how you come up with different algorithms for the same problems. In short, despite of all its shortcomings, [bubble sort](http://java67.blogspot.sg/2012/12/bubble-sort-in-java-program-to-sort-integer-array-example.html) is still the most popular algorithm.

In this tutorial, we will learn *how bubble sort works*, the complexity, and performance of bubble sort algorithm, implementation, and source code in Java and a step-by-step example of bubble sort.

## **How Bubble Sort Algorithm works**

If you are the one who focus on names, then you might have got an idea how bubble sort works. Just like a bubble comes up from water, in bubble sort smallest or largest number, depending upon whether you are sorting array on ascending or descending order, bubbles up towards start or end of the array.

We need at least N pass to sort the array completely and at the end of each pass one elements are sorted in its proper position. You can take first element from array, and start comparing it with other element, [swapping](http://javarevisited.blogspot.sg/2013/02/swap-two-numbers-without-third-temp-variable-java-program-example-tutorial.html) where it's lesser than the number you are comparing.

You can start this comparison from start or from end, as we have compared elements from end in our bubble sort example. It is said that a picture is worth more than a thousand word and it's particularly true in case of understanding sorting algorithm. Let' see an *step by step example to sort array using bubble sort*, as I said after each pass largest number is sorted.
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In this [array](http://javarevisited.blogspot.sg/2013/11/java-array-101-for-programmers-and.html), we start from index 0, which is 5 and starts comparing elements from start to end. So first element we compare 5 is 1, and since 5 is greater than 1 we swap them ( because ascending order sorted array will have larger number towards end).

Next we compare 5 to 6, here no swapping because 6 is greater than 5 and it's on higher index than 5. Now we compare 6 to 2, again we need swapping to move 6 towards end. At the end of this pass 6 reaches (bubbles up) at the top of the array. In next iteration 5 will be sorted on its position and after n iteration all elements will be sorted. Since we compare each element with another, we need two for loops and that result in complexity of O(n^2).

### **FlowChart of Bubble Sort Algorithm**

Another cool way to understand an algorithm is to draw it's flowchart. It will walk through each iteration in loop and how decisions are made during algorithm execution. Here is flowchart of our bubble sort algorithm, which complements our implementation of this sorting algorithm.
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Here we have integer array {9, 7, 3, 6, 2} and start with four variable i, j, temp and array length which is stored in variable n. We have two for loop, outer loop runs from 1 to n-1. Our inner loop runs from n-1 to I.

Many programmer make mistake here, if you start outer loop with second element than make sure to use j>=i condition on inner loop, or if you start with first element e.g. i=0, make sure you use j>i to avoid [ArrayIndexOutOfBound exception](http://javarevisited.blogspot.sg/2014/05/exception-in-thread-main-arrayindexoutofboundsexception-java.html). Now we compare each element and swap them to move smaller element towards front of array.

As I said depending upon your navigation direction either largest element will be sorted at highest index in first pass or smallest element will be placed in lowest index. In this case, after first pass, smallest number will be sorted. This loop runs until j>=i after than it finishes and i becomes i + 1. This whole process repeats until outer loop is finished and that time your array is sorted.

In flowchart, a diamond box is used for decision making, which is equivalent of if-else statement in code. You can see here decision box is inside inner loop, which means we do N comparison in each iteration, totals to NxN comparisons.

### **Complexity and Performance of Bubble Sort Algorithm**

As I said before compared to other sorting algorithm like quicksort, merge sort or shell sort, bubble sort performs poorly. These algorithm has average case complexity of O(NLogN), while average case complexity of bubble sort O(n^2). Ironically in best case bubble sort do better than [quicksort](http://java67.blogspot.com/2014/07/quicksort-algorithm-in-java-in-place-example.html) with O(n) performance. Bubble sort is three times slower than quicksort or mergesort even for n = 100 but it's easier to implement and remember. here is the summary of bubble sort performance and complexity :

Bubble sort Worst case performance O(n^2)

Bubble sort Best case performance O(n)

Bubble sort Average case performance O(n^2)

You can further explore insertion sort and selection sort, which also does sorting in similar time complexity. By the you can not only sort the array using bubble sort but ArrayList or any other collection class as well. Though you should really use Arrays.sort() or Collections.sort() for those purpose.

### **Bubble Sort Implementation in Java**

here is the Java program to implement bubble sort algorithm using Java programming language. Don't surprise with import of java.util.Array, we have not used it's sort method here, instead it is used to [print arrays in readable format](http://javarevisited.blogspot.sg/2012/12/3-example-to-print-array-values-in-java.html). I have created a swap function to swap numbers and improve readability of code, if you don't like you can in-line the code in the swap method inside if statement of inner loop. Though I have used main method for testing, as it demonstrate better, I would suggest you to write some unit test case for your bubble sort implementation. If you don't know how to do that, you can see this [JUnit tutorial](http://javarevisited.blogspot.sg/2013/03/how-to-write-unit-test-in-java-eclipse-netbeans-example-run.html).

import java.util.Arrays;

/\*\*

\* Java program to implement bubble sort algorithm and sort integer array using

\* that method.

\*

\* @author Javin Paul

\*/

public class BubbleSort{

public static void main(String args[]) {

bubbleSort(new int[] { 20, 12, 45, 19, 91, 55 });

bubbleSort(new int[] { -1, 0, 1 });

bubbleSort(new int[] { -3, -9, -2, -1 });

}

/\*

\* This method sort the integer array using bubble sort algorithm

\*/

public static void bubbleSort(int[] numbers) {

System.out.printf("Unsorted array in Java :%s %n",

Arrays.toString(numbers));

for (int i = 0; i < numbers.length; i++) {

for (int j = numbers.length -1; j > i; j--) {

if (numbers[j] < numbers[j - 1]) {

swap(numbers, j, j-1);

}

}

}

System.out.printf("Sorted Array using Bubble sort algorithm :%s %n",

Arrays.toString(numbers));

}

/\*

\* Utility method to swap two numbers in array

\*/

public static void swap(int[] array, int from, int to){

int temp = array[from];

array[from] = array[to];

array[to] = temp;

}

}

Output

Unsorted array in Java : [20, 12, 45, 19, 91, 55]

Sorted Array using Bubble sort algorithm : [12, 19, 20, 45, 55, 91]

Unsorted array in Java : [-1, 0, 1]

Sorted Array using Bubble sort algorithm : [-1, 0, 1]

Unsorted array in Java : [-3, -9, -2, -1]

Sorted Array using Bubble sort algorithm : [-9, -3, -2, -1]

# 63. How to implement Merge Sort Algorithm in Java

The merge sort algorithm is a divide and conquers algorithm. In the divide and conquer paradigm, a problem is broken into smaller problems where each small problem still retains all the properties of the larger problem -- except its size. To solve the original problem, each piece is solved individually; then the pieces are merged back together. For example, imagine you have to sort an array of 200 elements using the [bubble sort](http://www.java67.com/2012/12/bubble-sort-in-java-program-to-sort-integer-array-example.html) algorithm. Since selection sort takes O(n^2) time, it would take about 40,000-time units to sort the array. Now imagine splitting the array into ten equal pieces and sorting each piece individually still using selection sort. Now it would take 400-time units to sort each piece; for a grand total of 10\*400 = 4000.

Once each piece is sorted, merging them back together would take about 200-time units; for a grand total of 200+4000 = 4,200. Clearly, 4,200 is an impressive improvement over 40,000.

Now think bigger. Imagine splitting the original array into groups of two and then sorting them. In the end, it would take about 1,000-time units to sort the array.

That's how merge sort works. It makes sorting a big array easy and hence it's suitable for large integer and string arrays. Time Complexity of the mergesort algorithm is the same in the best, average, and worst-case and it's equal to O(n\*log(n))

Btw, if you are new to Algorithms and Data Structure and not familiar with essential sorting and searching algorithms like quicksort, binary search, level order search, etc then I suggest you go through a good, comprehensive online course like [**Data Structures and Algorithms: Deep Dive Using Java**](https://www.java67.com/2019/07/top-10-online-courses-to-learn-data-structure-and-algorithms-in-java.html) to learn the basics first.

## **Sorting Array in Java using Merge Sort Algorithm - Example**

You have given an unordered list of integers (or any other objects e.g. String), You have to rearrange the integers or objects in their natural order.

Sample Input: {80, 50, 30, 10, 90, 60, 0, 70, 40, 20, 5}

Sample Output: {0, 10, 20, 30, 40, 50, 50, 60, 70, 80, 90}

**import** java.util.Arrays;

/\*

\* Java Program to sort an integer array using merge sort algorithm.

\*/

**public** class Main {

**public** **static** **void** main(String[] args) {

System.out.println("mergesort");

**int**[] **input** **=** { 87, 57, 370, 110, 90, 610, 02, 710, 140, 203, 150 };

System.out.println("array before sorting");

System.out.println(Arrays.**toString**(**input**));

// sorting array using MergeSort algorithm

mergesort(**input**);

System.out.println("array after sorting using mergesort algorithm");

System.out.println(Arrays.**toString**(**input**));

}

/\*\*

\* Java function to sort given array using merge sort algorithm

\*

\* @param input

\*/

**public** **static** **void** mergesort(**int**[] **input**) {

mergesort(**input**, 0, **input**.**length** **-** 1);

}

/\*\*

\* A Java method to implement MergeSort algorithm using recursion

\*

\* @param input

\* , integer array to be sorted

\* @param start

\* index of first element in array

\* @param end

\* index of last element in array

\*/

**private** **static** **void** mergesort(**int**[] **input**, **int** **start**, **int** end) {

// break problem into smaller structurally identical problems

**int** mid **=** (**start** **+** end) **/** 2;

**if** (**start** < end) {

mergesort(**input**, **start**, mid);

mergesort(**input**, mid **+** 1, end);

}

// merge solved pieces to get solution to original problem

**int** i **=** 0, **first** **=** **start**, **last** **=** mid **+** 1;

**int**[] tmp **=** **new** **int**[end **-** **start** **+** 1];

**while** (**first** <**=** mid **&&** **last** <**=** end) {

tmp[i**++**] **=** **input**[**first**] < **input**[**last**] **?** **input**[**first++**] **:** **input**[**last++**];

}

**while** (**first** <**=** mid) {

tmp[i**++**] **=** **input**[**first++**];

}

**while** (**last** <**=** end) {

tmp[i**++**] **=** **input**[**last++**];

}

i **=** 0;

**while** (**start** <**=** end) {

**input**[**start++**] **=** tmp[i**++**];

}

}

}

Output

mergesort

array before sorting

[87, 57, 370, 110, 90, 610, 2, 710, 140, 203, 150]

array after sorting using mergesort algorithm

[2, 57, 87, 90, 110, 140, 150, 203, 370, 610, 710]

You can see that the array is now sorted. The algorithm we have used is a recursive implementation of merge sort and it's also a [stable sorting algorithm](https://javarevisited.blogspot.com/2017/06/difference-between-stable-and-unstable-algorithm.html) I mean it maintains the original order of elements in case of a tie.

Anyway, if you haven't got it yet that how the merge sort algorithm works, you can also check out the [**Algorithms and Data Structures - Part 1 and 2**](https://javarevisited.blogspot.com/2018/11/top-5-data-structures-and-algorithm-online-courses.html) course on Pluralsight which explains key sorting and searching algorithms in a very nice way. It also covers essential data structures like a linked list, array, hash table, binary tree, etc.
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# **64. How to implement Radix Sort in Java - Algorithm Example**

The Radix sort, like [counting sort](http://www.java67.com/2017/06/counting-sort-in-java-example.html) and [bucket sort](http://javarevisited.blogspot.sg/2017/01/bucket-sort-in-java-with-example.html#axzz58bLA7tAs), is an integer-based algorithm (I mean the values of the input array are assumed to be integers). Hence radix sort is among the fastest sorting algorithms around, in theory. It is also one of the few O(n) or linear time sorting algorithms along with the Bucket and Counting sort. The particular distinction for radix sort is that it creates a bucket for each cipher (i.e. digit); as such, similar to bucket sort, each bucket in radix sort must be a growable list that may admit different keys.

For decimal values, the number of buckets is 10, as the decimal system has 10 numerals/cyphers (i.e. 0,1,2,3,4,5,6,7,8,9). Then the keys are continuously sorted by significant digits.

Time Complexity of radix sort in the best case, average case, and worst case is O(k\*n) where k is the length of the longest number, and n is the size of the input array.

Note: if k is greater than log(n) then a n\*log(n) algorithm would be a better fit. In reality, we can always change the Radix to make k less than log(n).

Btw, if you are not familiar with time and space complexity and how to calculate or optimize it for a particular algorithm then I suggest you first go through a fundamental algorithms course like [**Data Structures and Algorithms: Deep Dive Using Java** on Udemy](https://www.java67.com/2019/07/top-10-online-courses-to-learn-data-structure-and-algorithms-in-java.html). This will not only help you to do well in interviews but also in your day-to-day job.

## 

## **Java program to implement Radix sort algorithm**

Before solving this problem or implementing a Radix Sort Algorithm, let's first get the problem statement right:

### **Problem Statement:**

Given a disordered list of integers, rearrange them in the natural order.

Sample Input: {18,5,100,3,1,19,6,0,7,4,2}

Sample Output: {0,1,2,3,4,5,6,7,18,19,100}

### **Solution**

Here is a sample program to implement the Radix sort algorithm in Java

import java.util.ArrayList;

import java.util.Arrays;

import java.util.List;

**/\***

**\*** Java Program sort an integer array using radix sort algorithm.

**\*** input: [180, 50, 10, 30, 10, 29, 60, 0, 17, 24, 12]

**\*** output: [0, 10, 10, 12, 17, 24, 29, 30, 50, 60, 180]

**\***

**\*** **Time** Complexity **of** Solution:

**\*** Best Case O(k**\***n); Average Case O(k**\***n); Worst Case O(k**\***n),

**\*** **where** k **is** **the** **length** **of** **the** longest number **and** n **is** **the**

**\*** size **of** **the** input array.

**\***

**\*** Note: **if** k **is greater than** **log**(n) **then** an n**\*log**(n) algorithm would be a

**\*** better fit. **In** reality we can always change **the** radix **to** make k

**\*** less than **log**(n).

**\***

**\*/**

public class Main {

public static void main(String[] args) {

System.out.println("Radix sort in Java");

int[] input **=** { 181, 51, 11, 33, 11, 39, 60, 2, 27, 24, 12 };

System.out.println("An Integer array before sorting");

System.out.println(Arrays.toString(input));

**//** sorting array using radix Sort Algorithm

radixSort(input);

System.out.println("Sorting an int array using radix sort algorithm");

System.out.println(Arrays.toString(input));

}

**/\*\***

**\*** Java method **to** sort a **given** array using radix sort algorithm

**\***

**\*** @param input

**\*/**

public static void radixSort(int[] input) {

final int RADIX **=** 10;

**//** declare **and** initialize bucket[]

List**<**Integer**>**[] bucket **=** new ArrayList[RADIX];

**for** (int i **=** 0; i **<** bucket.**length**; i**++**) {

bucket[i] **=** new ArrayList**<**Integer**>**();

}

**//** sort

boolean maxLength **=** false;

int tmp **=** -1, placement **=** 1;

**while** (!maxLength) {

maxLength **=** true;

**//** split input **between** lists

**for** (Integer i : input) {

tmp **=** i **/** placement;

bucket[tmp % RADIX].add(i);

**if** (maxLength **&&** tmp **>** 0) {

maxLength **=** false;

}

}

**//** empty lists **into** input array

int a **=** 0;

**for** (int b **=** 0; b **<** RADIX; b**++**) {

**for** (Integer i : bucket[b]) {

input[a**++**] **=** i;

}

bucket[b].clear();

}

**//** move **to** next digit

placement **\*=** RADIX;

}

}

}

Output

Radix sort **in** Java

An Integer array **before** sorting

[181, 51, 11, 33, 11, 39, 60, 2, 27, 24, 12]

Sorting an int array using radix sort algorithm

[2, 11, 11, 12, 24, 27, 33, 39, 51, 60, 181]

Here is another example of sorting a list of an integer using Radix sort, just in case If you haven't got the concept of how Radix sort works:

### **Problem Statement:**

Sort the list of numbers 10, 52, 5, 209, 19, and 44 using the Radix sort algorithm:

### **Solution:**

**![How to implement Radix Sort in Java - Algorithm](data:image/jpeg;base64,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)**

That's all about **how to sort an integer array using radix sort in Java**. Along with Counting Sort and Bucket sort, it is also an O(n) sorting algorithm. These algorithms are not general-purpose and you cannot use them to sort any object like String, Employee, etc. They are best suited for a small range of known integer values but they provide awesome performance.

Read more: <https://www.java67.com/2018/03/how-to-implement-radix-sort-in-java.html#ixzz7NWKfRmq7>

# 65. Iterative QuickSort Example in Java - without Recursion

The quicksort algorithm is one of the important sorting algorithms. Similar to merge sort, quicksort also uses divide-and-conquer hence it's easy to implement a quicksort algorithm using recursion in Java, but it's slightly more difficult to write an iterative version of quicksort. That's why Interviewers are now asking to implement QuickSort without using recursion. The interview will start with something like writing a program to sort an array using a quicksort algorithm in Java and most likely you will come up with a recursive implementation of quicksort as shown [here](http://javarevisited.blogspot.com/2014/08/quicksort-sorting-algorithm-in-java-in-place-example.html). As a follow-up, the Interviewer will now ask you to code the same algorithm using Iteration.

If you remember, while solving binary tree problems without recursion e.g. pre-order traversal without recursion ([here](http://www.java67.com/2016/07/binary-tree-preorder-traversal-in-java-without-recursion.html)) and in-order traversal without recursion ([here](http://www.java67.com/2016/07/binary-tree-preorder-traversal-in-java-without-recursion.html)), we have used **Stack** to replace recursion. You can use the same technique here to write an iterative quicksort program in Java. The Stack actually mimics the recursion.

Before going for a programming/coding interview, It's absolutely necessary to do as much practice in data structure and algorithms as possible to take advantage of all the knowledge available. You can also join a comprehensive Data Structure and Algorithms course like [**Data Structures and Algorithms: Deep Dive Using Java**](https://javarevisited.blogspot.com/2018/11/top-5-data-structures-and-algorithm-online-courses.html)on Udemy to fill the gaps in your understanding.

## **Iterative Quicksort Algorithm**

I learned about quicksort in my engineering classes, one of the few algorithms which I managed to understand then. Since it's a divide-and-conquer algorithm, you choose a pivot and divide the array.

Unlike merge sort, which is also a divide-and-conquer algorithm and where all-important work happens on combine steps, In [quicksort](https://javarevisited.blogspot.com/2014/08/quicksort-sorting-algorithm-in-java-in-place-example.html#axzz6dXsEfLvJ), the real work happens in the divide step and the combining step does nothing important.

Btw, the working of the algorithm will remain the same whether you implement an iterative solution or a recursion solution. In an iterative solution, we'll use [Stack](https://javarevisited.blogspot.com/2017/03/difference-between-stack-and-queue-data-structure-in-java.html#axzz5dxZIUUxy) instead of [Recursion](https://www.java67.com/2021/07/recursion-programming-exercises-in-java.html).

Here are the steps to implement iterative quicksort in Java:

* Push the range (0...n) into the Stack
* Partition the given array with a pivot
* Pop the top element.
* Push the partitions ( index range ) into a stack if the range has more than one element
* Do the above 3 steps, till the stack, is empty

You might know that even though writing recursive algorithms are easy they are always slower than their Iterative counterpart. So, when the Interviewer will ask you to choose a method in terms of time complexity where memory is not a concern, which version will you choose?

Well, both recursive and iterative quicksorts are O(N log N) average case and O(n^2) in the worst case but the recursive version is shorter and clearer. Iterative is faster and makes you simulate the recursion call stack.

Btw, if you want to understand more about *what does recursion has to do with the stack?* and *why does quicksort run in O(n log n) time in the average case?* I suggest reading [Grokking Algorithms](https://javarevisited.blogspot.com/2017/10/grokking-algorithms-by-aditya-bhargava-best-beginner-book.html#axzz6dXsEfLvJ), a rare algorithm book that is easy to understand with real-world examples. I just bought a copy of this book and even though I know all those algorithms, I find it quite readable and gain a new perspective. So, if you are struggling with the algorithms, this is the book you should read now.
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## **QuickSort example in Java without recursion.**

Here is our sample Java program to implement Quicksort using for loop and stack, without using recursion. This is also known as the iterative quicksort algorithm.

import java.util.Arrays;

import java.util.Scanner;

import java.util.Stack;

/\*\*

\* Java Program to implement Iterative QuickSort Algorithm, without recursion.

\*

\* @author WINDOWS 8

\*/

public class Sorting {

public static void main(String args[]) {

int[] unsorted = {34, 32, 43, 12, 11, 32, 22, 21, 32};

System.out.println("Unsorted array : " + Arrays.toString(unsorted));

iterativeQsort(unsorted);

System.out.println("Sorted array : " + Arrays.toString(unsorted));

}

/\*

\* iterative implementation of quicksort sorting algorithm.

\*/

public static void iterativeQsort(int[] numbers) {

Stack stack = new Stack();

stack.push(0);

stack.push(numbers.length);

while (!stack.isEmpty()) {

int end = stack.pop();

int start = stack.pop();

if (end - start < 2) {

continue;

}

int p = start + ((end - start) / 2);

p = partition(numbers, p, start, end);

stack.push(p + 1);

stack.push(end);

stack.push(start);

stack.push(p);

}

}

/\*

\* Utility method to partition the array into smaller array, and

\* comparing numbers to rearrange them as per quicksort algorithm.

\*/

private static int partition(int[] input, int position, int start, int end) {

int l = start;

int h = end - 2;

int piv = input[position];

swap(input, position, end - 1);

while (l < h) {

if (input[l] < piv) {

l++;

} else if (input[h] >= piv) {

h--;

} else {

swap(input, l, h);

}

}

int idx = h;

if (input[h] < piv) {

idx++;

}

swap(input, end - 1, idx);

return idx;

}

/\*\*

\* Utility method to swap two numbers in given array

\*

\* @param arr - array on which swap will happen

\* @param i

\* @param j

\*/

private static void swap(int[] arr, int i, int j) {

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

Output:

Unsorted array : [34, 32, 43, 12, 11, 32, 22, 21, 32]

Sorted array : [11, 12, 21, 22, 32, 32, 32, 34, 43]

That's all about **how to implement quicksort in Java without recursion**. Just remember, when you use for loop and stack to implement quicksort, it's known as iterative implementation and when you call the method itself, it's known as recursive implementation.

The recursive solution of quicksort is easier to write and understand but the iterative solution is much faster. Though average and worst-case time complexity of both recursive and iterative quicksorts are O(N log N) average case and O(n^2).

Btw, if you want to remember or review the time complexity of different sorting algorithms e.g. [quicksort](http://www.java67.com/2014/07/quicksort-algorithm-in-java-in-place-example.html), [merge sor](https://www.java67.com/2018/03/mergesort-in-java-algorithm-example-and.html)t, [insertion sort](http://www.java67.com/2014/09/insertion-sort-in-java-with-example.html), [radix sort](https://www.java67.com/2018/03/how-to-implement-radix-sort-in-java.html), shell sort, or [bubble sort](http://www.java67.com/2012/12/bubble-sort-in-java-program-to-sort-integer-array-example.html), here is a nice slide you can print and use:
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Read more: <https://javarevisited.blogspot.com/2016/09/iterative-quicksort-example-in-java-without-recursion.html#ixzz7NWKv7etY>

# 66. **Write C++ Program to Multiply Two Matrices**

**#include <iostream>**

**using** **namespace** std;

**int** main()

{

**int** a[10][10], b[10][10], result[10][10], r1, c1, r2, c2, i, j, k;

cout<<"Enter rows and column for first matrix: ";

cin>>r1;

cin>>c1;

cout<<"Enter rows and column for second matrix: ";

cin>>r2;

cin>>c2;

// Column of first matrix should be equal to column of second matrix and

**while** (c1 != r2)

{

cout<<"Error! column of first matrix not equal to row of second.\n\n";

cout<<"Enter rows and column for first matrix: ";

cin>>r1;

cin>>c1;

cout<<"Enter rows and column for second matrix: ";

cin>>r2;

cin>>c2;

}

// Storing elements of first matrix.

cout<<"\nEnter elements of matrix 1:\n";

**for**(i=0; i<r1; ++i)

**for**(j=0; j<c1; ++j)

{

cout<<"Enter element a"<<i+1<<j+1<<": ";

cin>>a[i][j];

}

// Storing elements of second matrix.

cout<<"\nEnter elements of matrix 2:\n";

**for**(i=0; i<r2; ++i)

**for**(j=0; j<c2; ++j)

{

cout<<"Enter element b"<<i+1<<j+1<<": ";

cin>>b[i][j];

}

// Initializing all elements of result matrix to 0

**for**(i=0; i<r1; ++i)

**for**(j=0; j<c2; ++j)

{

result[i][j] = 0;

}

// Multiplying matrices a and b and

// storing result in result matrix

**for**(i=0; i<r1; ++i)

**for**(j=0; j<c2; ++j)

**for**(k=0; k<c1; ++k)

{

result[i][j]+=a[i][k]\*b[k][j];

}

// Displaying the result

cout<<"\nOutput Matrix:\n";

**for**(i=0; i<r1; ++i)

**for**(j=0; j<c2; ++j)

{

cout<<" "<<result[i][j];

**if**(j == c2-1)

cout<<"\n\n";

}

**return** 0;

}

# 67. **Write C++ Program to check whether two matrices are equal or not**

**#include <iostream>**

**using** **namespace** std;

**#define size 2 // Matrix size declaration**

**int** main()

{

**int** A[size][size];

**int** B[size][size];

**int** row, col, isEqual;

// Input elements in first matrix from user

cout<<"Enter elements in matrix A of size "<<size<<" x "<<size<<"\n";

**for**(row=0; row<size; row++)

{

**for**(col=0; col<size; col++)

{

cin>>A[row][col];

}

}

// Input elements in second matrix from user

cout<<"Enter elements in matrix B of size"<<size<<" x "<<size<<"\n";

**for**(row=0; row<size; row++)

{

**for**(col=0; col<size; col++)

{

cin>>B[row][col];

}

}

// Assumes that the matrices are equal

isEqual = 1;

**for**(row=0; row<size; row++)

{

**for**(col=0; col<size; col++)

{

//If the corresponding entries of matrices are not equal

**if**(A[row][col] != B[row][col])

{

isEqual = 0;

**break**;

}

}

}

/\*

\* Checks the value of isEqual

\* As per our assumption if isEqual contains 1 means both are equal

\* If it contains 0 means both are not equal

\*/

**if**(isEqual == 1)

{

cout<<"\nMatrix A is equal to Matrix B";

}

**else**

{

cout<<"\nMatrix A is not equal to Matrix B";

}

**return** 0;

}

# 68. **Write C++ Program to Find the Transpose of a given Matrix**

**#include <iostream>**

**using** **namespace** std;

**int** main()

{

**static** **int** array[10][10];

**int** i, j, m, n;

cout<<"Enter the order of the matrix \n";

// Inputing elements in matrix from user

cin>>m>>n;

cout<<"Enter the coefiicients of the matrix\n";

**for** (i = 0; i < m; ++i)

{

**for** (j = 0; j < n; ++j)

{

cin>>array[i][j];

}

}

//Printing the original matrix

cout<<"The given matrix is \n";

**for** (i = 0; i < m; ++i)

{

**for** (j = 0; j < n; ++j)

{

cout<<" "<<array[i][j];

}

cout<<"\n";

}

//Printing the transpose of matrix

cout<<"Transpose of matrix is \n";

**for** (j = 0; j < n; ++j)

{

**for** (i = 0; i < m; ++i)

{

cout<<" "<<array[i][j];

}

cout<<"\n";

}

**return** 0;

}

# 69. C++ Program to implement Binary Search using array

Write a C++ Program to implement Binary Search using array. Here’s simple Program to implement Binary Search using array in C++ Programming Language.

Binary search is an algorithm used to search for an element in a sorted array. In this algorithm the targeted element is compared with middle element. If both elements are equal then position of middle element is returned and hence targeted element is found.

If both elements are unequal then if targeted element is less or more than middle element we discard the lower or upper half and the search continues by finding new middle element.

/\* C++ Program to implement Binary Search using array \*/

#include<iostream>

using namespace std;

int main()

{

int search(int [],int,int);

int n,i,a[100],e,res;

cout<<"Enter size of Array :: ";

cin>>n;

cout<<"\nEnter elements to the array :: \n";

for(i=0;i<n;++i)

{

cout<<"\nEnter "<<i+1<<" element :: ";

cin>>a[i];

}

cout<<"\nEnter element to search :: ";

cin>>e;

res=search(a,n,e);

if(res!=-1)

cout<<"\nElement found at position "<<res+1<<"\n";

else

cout<<"\nElement is not found....!!!";

return 0;

}

int search(int a[],int n,int e)

{

int f,l,m;

f=0;

l=n-1;

while(f<=l)

{

m=(f+l)/2;

if(e==a[m])

return(m);

else

if(e>a[m])

f=m+1;

else

l=m-1;

}

return -1;

}